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## מבוא

### ייזום

הפרוייקט שלי הוא תוכנה בשביל מדריכי טיולים, היא יכולה לתת למדריך ליצור חדר ואז כל מי שנמצע איתו בטיול יוכל להקשיב לו דרך התוכנה כשהוא נכנס לחדר, זה שימושי במקום להשתמש במקרופון או בווקי טוקי לכל אחד שעלול להישבר או ללכת לאיבוד. בחרתי בפרוייקט הזה בגלל שכשהייתי בסיור ביד ושם המדריכה נתנה ווקי טוקי לכל אחד עם אוזניות חד פעמיות וזה היה לט נוח לשימוש וכנראה שגם ישן, בנוסף אחד מהווקי טוקי כמעט אבד וזה גם בעיה. האתגרים שיש הם: לעשות שזה יעבוד בכל הפלטפורמות והטלפונים וגם בווב, לעשות שזה יהיה נגיש לכולם

האפליקציה תהיה מיועדת בעיקר למדריכי טיולים אך יהיה אפשר להשתמש בה גם בכיתות או במקומות עם הרבה אנשים שצריך להקשיב למישהו אחד

המטרה שלי זה שזה יהיה מספיק נוח כדי שכל אחד יוכל להשתמש בזה בלי בעיה ושזה יהיה בשימוש על ידי קשת רחבה של משתמשים

התועלת של זה שזה חסכוני בכסף ושלא צריך לקנות מכשיר בשביל שכולם יוכלו לשמוע

הטכנולוגיה קיימת אך לא לשימוש כזה, יש שיחות טלפון רגילות אך זה לא נוח לעשות שיחה משותפת וזה לא נוח לעשות שמישהו אחד מדבר, יש זום אבל זה כבד מדי לשימוש פשוט וזולל הרבה בטרייה והוא גם לא מספיק קל לשימוש וצריך לשלם בשביל חדר שלא נסגר, יש גם תחליפים לזום אבל יש להם את אותם בעיות של זום

הפרויקט קשור בעיקר לרשתות ותקשורת בין משתמשים וגם בין פלטפורמות ומערכות הפעלה שונות

#### הגדרת לקוח:

יש שתי סוגים של לקוחות: מדריכים (או מורים) שפותחים את החדר ומדברים, ומשתמשים רגילים שהולכים עם המדריכים (או מורים) ונכנסים לחדר שלהם ומקשיבים למה שהם אומרים

#### הגדרת יעדים/מטרות:

לעשות שזה יהיה כמה שיותר נוח לשימוש ונגיש לכמה שיותר אנשים אבל להשאיר שזה יהיה תוכנה קלה

#### בעיות תועלות וחסכונות:

התועלת של התוכנה שלי זה שהיא נוחה למדריכים (או מורים) שרוצים להדריך לקבוצה של אנשים שצריכים להקשיב להם והם נמצאים המרחק מה מהם וקשה להקשיב, עוד תועלת זה שזה יהיה מוכן למדריכים בעיקר עם פונקציות שהם צריכים כמו למשל שיתוף מיקום למקרה שמישהו הלך לאיבוד

#### סקירת פתרונות קיימים:

Zoom – זה טוב לשיחות אבל יש זמן מוגבל לחדר אם לא משלמים, האפליקציה לא כל כך אינטואיטיבית והיא זוללת סוללה ומאוד כבדה, בנוסף היא מיועדת בעיקר ללמידה ולא לטיולים

יש עוד תוכנות טיולים אבל זה בעיקר לתכנון מסלולים ולא למדריכים

#### סקירת טכנולוגית הפרויקט:

צריך מקרופון, רמקול וgps למשתמשים, אין טכנולוגיה מיוחדת

#### תיחום הפרויקט:

יש שירות צד לקוח בשביל להתחבר לחדרים וליצור משתמשים

יש שירות peer to peer בשביל השיחות

יש שירות במערכות הפעלה בשביל להשמיע קול, להשתמש בהקלטה וgps

### פירוט תיאור המערכת (אפיון)

במערכת יהיה אפשר ליצור חדר, זה יצור קוד וכל משתמש שיכניס את הקוד יכנס לחדר ורק מי שיצר את החדר יוכל לדבר ויהיה לו גישה של admin, יהיה אפשר לשוחח בצאט והadmin יוכל להביא לאנשים לדבר או להעיף משתמשים ולנעול את החדר, יהיה גם text to speech שיכתוב את מה שנאמר (טוב לכבדי שמיעה) וזה יתרגם גם לשפות אחרות בגוגל תרגום, יהיה אפשר גם לשתף מקום ולסמן מקומות למקרה שמישהו הולך לאיבוד או שעושים סיבוב בשוק ואז רוצים להיפגש שוב בנקודה מסויימת

יהיה משתמש admin, ומשתמשים רגילים שלפעמים יהיה להם פריווילגיות מסוימות

לסיים את הgui, לסיים את האפשרות לייצור שיחה, לעשות שרת שאחראי על שליחת הקודים וחיבור לחדרים ויצירת משתמשים, לחבר הכל ביחד, להוסיף את שאר הפיצרים

יש סיכונים שיהיה אפשר להתחבר לחדרים בלי שיודעים אז צריך לעשות שלא יהיה קל לפצח את הקוד, יש סיכון שיצותתו גם אז להצפין את השיחה, יש אפשרות שיגנבו מידע על משתמשים אז להצפין את הdb

## תיאור תחום הידע

### פירוט מעמיק של היכולות שהוצגו בשלב הקודם

צד שרת צריך ליצור חדרים וליצור משתמשים מסוג רגיל ומסוג guides

שם היכולת: ליצור חדרים

מהות: ליצור חדר שבו יהיה אפשר לדבר

אוסף יכולות: לקבל את המשתמש שפותח את החדר ולבדוק אם הוא מסוג guide, אם כן אז ליצור קוד שלא היה קיים לפני זה ולשמור בdatabase עם הip שלו כדי שיהיה אפשר להתחבר

שם היכולת: ליצור משתמשים

מהות: ליצור משתמשים משתי סוגים: רגיל ומדריך (לא חובה להתחבר בתור משתמש רגיל, יהיה אפשר גם להתחבר אנונימית)

אוסף יכולות: לקבל שם משתמש, סיסמה ומייל, לבדוק שלא השתמשו במייל הזה לפני, צריך גם לשמור בdatabase ולתת את הסוג המתאים

שם היכולת: לקבל ולשלוח ip וport של מדריך על פי הקוד

מהות: לקבל ולשלוח ip וport בשביל שיהיה אפשר להתחבר לשיחה

אוסף יכולות: לקבל קוד של חדר כלשהו, לעשות שאילתה לדאטה בייס ולשלוח ip וport של המדריך

שם היכולת: לפתוח חדר חדש

מהות: לקבל בקשה לפתיחת חדר אם הוא מדריך

אוסף יכולות: לבדוק אם הוא מדריך, להוסיף את הקוד לטבלה של החדרים הפועלים, לקבל את הip והport של המדריך ולהכניס גם אותם לטבלה

צד לקוח צריך לדעת לקבל את השיחה ולהשמיע, לשלוח את הקול לכולם אם הוא מדבר, לקבל ולשלוח הודעות ומיקום

שם היכולת: לקבל את השיחה ולהשמיע

מהות: לקבל את השיחה ולהשמיע

אוסף יכולות: לקבל את השיחה ולהשמיע

שם היכולת: לשלוח את הקול לכולם אם הוא מדבר

מהות: לשלוח את הקול לכולם אם הוא מדבר

אוסף יכולות: להקליט ולשלוח

שם היכולת: לקבל ולשלוח הודעות

מהות: לקבל ולשלוח הודעות

אוסף יכולות: לקבל הודעות ולשלוח הודעות ולהראות מי שלח מה ומתי

שם היכולת: לקבל ולשלוח מיקום

מהות: לקבל ולשלוח מיקום

אוסף יכולות: לקבל את המיקום של מי שמשתף את המיקום שלו ולהראות איפה הוא על המפה, לשלוח לכולם את המיקום כשהוא רוצה

אובייקטים נחוצים: ממשק משתמש, הצפנה, תקשורת, שרת, בסיס נתונים

## מבנה / ארכיטקטורה של הפרויקט

1. תיאור הארכיטקטורה של המערכת המוצעת:

למערכת המוצעת יש ארכיטקטורת שרת-לקוח וארכיטקטורתpeer to peer , יצירת המשתמשים נעשית בין המשתמש לשרת, החדרים גם נעשים בין המשתמש לשרת, השרת שומר את כל החדרים הפתוחים ומתאים בין הקוד שהמשתמש מכניס לבין המדריך שפתח את החדר ונותן לו את הip והport הפתוחים כדי שיהיה אפשר לתקשר ביניהם. אפליקציית המדריך פועלת כשרת ואפליקציות המבקרים פועלות כלקוחות בשיטת peer to peer. המדריך יוצר חדר ומקבל קוד ייחודי בו יוכלו המבקרים להשתמש כדי להצטרף לחדר. המבקרים מתחברים לחדר באמצעות הקוד שנשלח לשרת והם מקבלים את הip והport.

המדריך יכול לדבר דרך התוכנה.

המשתמשים יכולים להתכתב ולשלוח למדריך הודעות כדי לתקשר איתו.

למקרה שמישהו הלך לאיבוד או שכולם התפזרו וצריך לקבוע על מקום שכולם יגיעו אליו, המדריך יכול לשתף את המיקום שלו והמשתמשים יוכלו לראות את המיקום בעזרת מפה, המפה מוצגת בעזרת [openstreetmap.org](https://www.openstreetmap.org/).

OpenStreetMap.org היא פלטפורמה מקוונת המספקת מפה חופשית ונגישה של כל מקום בעולם. הוא נבנה ומתוחזק על ידי קהילה גלובלית של תורמים מתנדבים שמוסיפים ועורכים נתונים גיאוגרפיים ממקורות שונים. בניגוד לשירותי מיפוי מסורתיים, OpenStreetMap מאפשרת לכל אחד לתרום ולהשתמש בנתונים לכל מטרה, מה שהופך אותו לכלי רב עוצמה עבור אנשים, עסקים וארגונים כאחד.

OpenStreetMap.org מציע מגוון רחב של תכונות ופונקציות. הפלטפורמה תומכת גם בהוספת נקודות עניין כמו עסקים, ציוני דרך ואזורי פנאי. הנתונים מתעדכנים כל הזמן על ידי הקהילה, מה שמבטיח שהמפות יישארו מדויקות ועדכניות. כפרויקט פתוח ושיתופי, OpenStreetMap.org מאפשר למשתמשים להשתתף ביצירה ובשיפור של מפות, מטפח תחושת בעלות משותפת ומאפשר פיתוח יישומים ושירותים חדשניים הנשענים על נתונים גיאו-מרחביים.

OpenStreetMap.org הוא משאב רב ערך עבור עסקים ואנשים פרטיים כאחד, המספק מפות מדויקות ועדכניות עם מידע מפורט כדי לעזור לאנשים לנווט בעולם. זוהי דוגמה מצוינת לכוחו של שיתוף פעולה ולפוטנציאל של פרויקטים בקוד פתוח.

התוכנה משתמשת בפרוטוקול UDP לתקשורת בין המדריך למבקרים כדי שיהיה תקשורת מהירה גם אם חלק מהמידע לא עבר טוב. המערכת משתמשת גם במסד נתונים מקומי של SQLite לאחסון המשתמשים והחדרים הפתוחים.

השתמשתי בפרוטוקול UDP בגלל שהוא פרוטוקול חסר חיבור ששולח נתונים במהירות ללא צורך להמתין עד שהשרת או המשתמשים יאשרו שהנתונים התקבלו. זה מבטיח שהתקשורת בין המדריך למשתמשים תהיה מהירה וחלקה. זה עדיף ככה בגלל שכל הזמן נשלח הקלטה של המדריך וזה מאפשר לתקשורת מהירה יותר ואיכות שמע חלקה יותר עם פחות "לאגים" בגלל שנשלחים יותר חלקי שמע.

בנוסף, מסד הנתונים של SQLite ממלא תפקיד מכריע בפונקציונליות של התוכנה בכך שהוא משמש כמאגר לאחסון נתוני משתמשים ומידע על חדרים פתוחים. זה מאפשר לתוכנה לנהל ולנטר ביעילות את הפעילויות של המשתמשים, כמו גם לעקוב אחר החדרים הספציפיים שהם תופסים כעת.

תיאור החומרה:

PySide6 היא מסגרת לפיתוח אפליקציות וממשקי משתמש קרוס פלטפורמות, המאפשרת לממשק המשתמש להיות תואם למספר מערכות הפעלה.

פרוטוקול UDP הוא קל משקל ויעיל להעברת נתונים, מה שהופך אותו לאידיאלי לתקשורת בזמן אמת בין המדריך למשתמש ללקוח.

PyAudio משמש ללכידה והשמעה של אודיו.

SQLite משמש לאחסון המידע של משתמשים אחרים המחוברים למערכת.

## Sign in
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2. תיאור הטכנולוגיה הרלוונטית:

שפת תכנות: פייתון

פריימוורק לגרפיקה: Translation is too long to be saved

PySide6 הוא מודול Python רב עוצמה עבור מסגרת היישום Qt, המאפשר למפתחים ליצור יישומים חוצי פלטפורמות בקלות. היא מספקת גישה למגוון המלא של הספריות והכלים הנרחבים של Qt, המאפשרת פיתוח של ממשקי משתמש עשירים ואינטראקטיביים.

PySide6 הוא מודול Python הרשמי עבור Qt, מגובה על ידי The Qt Company, המבטיח את האמינות, התאימות והתמיכה השוטפת שלו. PySide6 מציע מגוון רחב של רכיבי ממשק משתמש, כולל לחצנים, תפריטים, דיאלוגים ווידג'טים, שניתן להתאים ולעצב בקלות.

PySide6 תומך גם בטיפול באירועים, ומאפשר למפתחים להגיב לאינטראקציות של משתמשים וליצור התנהגות דינמית של יישומים. בנוסף, הוא מספק אינטגרציה חלקה עם ספריות ומסגרות Python אחרות, מה שמאפשר למפתחים לשלב את העוצמה של Qt עם המערכת האקולוגית העצומה של חבילות Python.

תקשורת: sockets ספריה בפייתון המספקת דרך ליצור חיבורים ולהחליף נתונים בין לקוח לשרת, מה שמאפשר שימוש באינטרנט דרך פייתון. על ידי שימוש בsocket מפתחים יכולים ליצור ולתפעל חיבורים לרשת בעזרת פרוטוקלי TCP (Transmission Control Protocol) ו-UDP (User Datagram Protocol).

השתמשתי בjson כדי להעביר את המידע

התוכנה מיועדת לשימוש במוזיאונים כי שם יש רשת סגורה עם קליטה טובה ואנשים בדרך כלל רוצים להסתובב קצת מחוץ לטווח השמיעה של המדריך אבל אפשר להשתמש גם בטיולים בחוץ ובכיתות למקרה שהתלמידים בעבודת כיתה רועשת

3. תיאור זרימת המידע במערכת:

ניתן לחלק את זרימת המידע במערכת לשלוש יכולות עיקריות:

- יצירת חדר: המדריך יוצר חדר ומקבל קוד ייחודי. הקוד נשלח למבקרים.

- הצטרפות מבקרים: המבקרים מתחברים לחדר באמצעות הקוד שמספק המדריך.

- צ'אט: המדריך יכול לדבר למשתמשים, והמשתמשים יכולים לשלוח הודעות טקסט למדריך.

![תמונה שמכילה טקסט, תרשים, קו, מקביל
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4. תיאור האלגוריתמים המרכזיים בפרויקט:

שרת:

תהליך הכניסה דורש מהמשתמש לספק את המייל והסיסמה שלו, אשר נשלחים לאחר מכן לשרת לאימות. השרת בודק במסד נתונים את המשתמשים, ואם המשתמש בטבלה השרת מעניק למשתמש גישה למערכת. אם המייל והסיסמה לא תואמים או לא במסד נתונים, השרת ימנע גישה ויבקש מהמשתמש לנסות שוב.

תהליך ההרשמה מקבל את השם וכתובת האימייל של המשתמש וסיסמה ואת סוג המשתמש (מדריך או משתמש). לאחר מכן השרת בודק אם המייל בשימוש ואם לא אז הוא מאחסן את המידע במסד הנתונים ומעניק למשתמש גישה למערכת.

השרת מקשיב לפקודות, אם הפקודה זה "פתח חדר", השרת בודק תחילה אם המשתמש מורשה לפתוח חדר על ידי בדיקה אם המשתמש הוא מדריך, הקוד מקבל את ה-IP וה-port של המדריך, ואז מכניס לטבלה את החדר הפתוח עם ה-IP וה-port ומקשר למדריך ומחזיר את הקוד של החדר.

אם הפקודה זה "סגור חדר", השרת בודק תחילה אם המשתמש מורשה לפתוח חדר על ידי בדיקה אם המשתמש הוא מדריך ואם המשתמש מדריך, הקוד מוחק את נתוני החדר המתאימים ממסד הנתונים.

אם הפקודה היא "קבל מארח לפי קוד", הקוד מחלץ את קוד החדר מההודעה, בודק את נתוני ה-IP וה-port המתאימים של המדריך ממסד הנתונים, ושולח את הנתונים ללקוח.

מדריך:

המדריך מקשיב לכל הודעה ותמיד שולח לכל מי שמחובר את ההקלטה בזמן אמת, אם הוא מזהה שמישהו נכנס הוא שומר את הip והport והשם שלו ברשימה של האנשים שיש בחדר.

אם הוא מקבל שמישהו שולח הודעה הוא מקבל את תוכן ההודעה ומי ששלח ושולח לשאר המאזינים מי שלח את ההודעה ומה תוכן ההודעה.

לקוח:

הלקוח שולח בקשה לip וport שהוא קיבל מהשרת כששלח את הקוד.

כשהמדריך מאשר לו להיכנס הוא תמיד מקשיב למדריך. אם זה שמע הוא משמיע ואם זה json הוא בודק מה התוכן ועושה, בדרך כלל זה הודעה או קריאה לסגירת החדר.

5. תיאור סביבת הפיתוח:

סביבת הפיתוח לפרויקט זה כוללת כלים שונים, כגון Python, PySide6, PyAudio ו-SQLite. הבדיקה נעשית בעיקר בשרת שמשתמש במספר טכניקות אבטחה כדי להבטיח את בטיחות נתוני המשתמש.

ראשית, הקוד משתמש ב-Salted Password hashing כדי לאחסן את הסיסמה של המשתמש בצורה מאובטחת. כאשר משתמש יוצר חשבון, הסיסמה שלו עוברת גיבוב עם רעש (רצף אקראי של בייתים) באמצעות האלגוריתם SHA256. הרעש מתווסף לסיסמה כדי להפוך את ה-hash לבטוח יותר, מכיוון שאותה סיסמה תייצר גרסאות שונות עם רעשים שונים. לאחר מכן ה-hash המתקבל מאוחסן במסד הנתונים, במקום בסיסמה הפשוטה. כאשר בודקים את הסיסמה מצפינים מחדש את הסיסמה ומשווים את הhash ככה אם פורצים למסד נתונים אי אפשר להשתמש בסיסמה או לדעת מה היא הייתה.

שנית, הקוד מאמת את כתובת האימייל של המשתמש לפני יצירת חשבון. כתובת הדוא"ל נבדקת מול ביטוי רגולרי כדי לוודא שהיא בפורמט חוקי. זה עוזר למנוע מתוקפים להחדיר קוד או נתונים זדוניים למסד הנתונים.

שלישית, הקוד משתמש בהצהרות מוכנות כדי למנוע התקפות של הזרקת SQL. הצהרות מוכנות משמשות להפרדה בין קוד SQL לבין קלט המשתמש. זה מונע מתוקפים להחדיר קוד SQL משלהם למסד הנתונים על ידי שינוי קלט המשתמש. בנוסף הקוד משתמש בregex בשביל לבדוק אם יש sql injection.

רביעית, השרת מתקשר בjson ולא בpickle שיש לו בעיות אבטחה כאשר משתמשים בו. זה יכול להפעיל קוד במהלך תהליך הדה-סריאליזציה וניתן להשתמש בו עבור התקפות דה-סריאליזציה.

6. תיאור פרוטוקול התקשורת:

פרוטוקול התקשורת כולל שליחת וקבלת הודעות בין המדריך למבקרים באמצעות פרוטוקול UDP. מבנה ההודעות כולל שדה סוג הודעה, שדה שולח, שדה נמען ושדה תוכן הודעה. ההודעות נשלחות בפורמט בינארי שכשהופכים לסטרינג יש הודעת json שאפשר להפוך לdictionary בעזרת הספרייה json של פייתון.

7. תיאור מסכי המערכת:

המערכת כוללת מסכים שונים כמו מסך הראשי שבו אפשר גם לשים קוד ולהתחבר לחדר, מסך ההרשמה, מסך התחברות, מסך יצירת החדר ומסך השיחה.

8. תיאור מבני הנתונים:

Users:

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| id | username | password | email | type | room\_code | host\_ip | host\_port |
| 1 | user1 | gO2v0JW1B | [us1@gmail.com](mailto:user1@example.com) | normal | NULL | NULL | NULL |
| 2 | user2 | hsg9yQVPjW | [us2@gmail.com](mailto:user2@example.com) | guide | A1B2C3 | 192.168.0.1 | 8080 |
| 3 | user3 | P7hEKxrn4J1 | [us3@gmail.com](mailto:user3@example.com) | normal | NULL | NULL | NULL |

Active\_rooms:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| id | room\_code | host\_ip | host\_port | host\_listener\_port |
| 1 | A1B2C3 | 192.168.0.1 | 8080 | NULL |

9. סקירת חולשות והאיומים:

איומים אפשריים למערכת כוללים התקפות Injection SQL, התקפות MITM, והתקפות DDOS.

## מימוש הפרויקט

חלק א:

socket: ספרה זאת מספקת דרך ליצור חיבורים ולקיים אינטראקציה עם sockets. באמצעות socket, ניתן ליצור ולנהל חיבורי תקשורת ברשת, כולל חיבורים TCP ו-UDP. הספריה מספקת פונקציות ומחלקות שמסייעות בשליחה וקבלת נתונים, וטיפול בשגיאות וחריגות שעשויות להתרחש במהלך התקשורת ברשת.

threading: ספריה זאת מספקת אפשרות להריץ חלקים מהקוד במקביל. בעזרת threading, ניתן ליצור תהליכים קוד נפרדים שעובדים בו זמנית, מאפשרת למקם חלקים מרכזיים של האפליקציה בתהליך נפרד ולהפעילם במקביל. זה מאפשר יעילות ותגובה מהירה יותר של התוכנה, במיוחד במקרים שבהם יש צורך בטיפול במשימות ארוכות זמן או בטיפול בפעולות רשת.

sqlite3: ספריה זו מספקת דרך לתקשר עם מסד נתונים של SQLite. SQLite הוא מסד נתונים פשוט, מוטמע ובחינם שמאפשר יצירה, קריאה ועריכה של מסדי נתונים מקומיים בקובץ אחד. מודול sqlite3 מאפשר למתכנתים ליצור, להתחבר ולנהל מסדי נתונים של SQLite בצורה פשוטה ויעילה. הוא מספק פונקציות ליצירת טבלאות, הכנסת נתונים, ייעוד, ושאילתות SQL מותאמות אישית.

hashlib: ספריה זו מספקת דרך ליצור ולנהל hash. הפונקציות המובנות במודול hashlib מספקות את היכולת להצפין נתונים בעזרת hash. הספריה כוללת אלגוריתמים יעילים ומאובטחים ליצירת hash כמו MD5, SHA1, SHA256 ועוד. זה מאפשר למפתחים לוודא את תקינות הנתונים ולשמור על פרטיותם באמצעות טכניקות גיבוב.

hmac: ספריה זו מספקת דרך ליצור ולנהל HMACs. HMAC הוא קיצור מ"Hash-based Message Authentication Code" והוא מנגנון אבטחה שמשמש לאימות ושליחה של נתונים בצורה מאובטחת יותר. מודול hmac מספק פונקציות שימושיות ליצירת HMACs על פי מפתח סודי ונתונים נתונים. זה משמש לוודא שהנתונים לא נשנים במהלך התקשורת, ומבטיח שאם הנתונים הושפעו בדרך כלשהי, האימות יכשל. ספריה זו עוזרת מוסיפה עוד שכבת הגנה כדי שלא יכלו סיסמאות של משתמשים.

json: ספריה זו מספקת דרך ליצור ולנתח נתוני JSON. JSON הוא פורמט פשוט ונפוץ להמרת נתונים לצורה טקסטואלית קריאה ורשימה. בעזרת json, ניתן ליצור מידע JSON, לשלוח נתונים לתוך פורמט JSON, ולנתח נתונים שמוחזרים מפורמט JSON. זה מסייע בתקשורת בין אפליקציות שונות, כולל תקשורת בין אפליקציה שרצה בשפות תכנות שונות.

מודולים שפיתחתי:

utils.py

מחלקה: לממש כל מיני פונקציות ומחלקות שצריך במהלך הפרויקט.

תפקיד: מספק פונקציות ומחלקות עבור המערכת.

פעולות במחלקה:

create\_room\_id()

תפקיד: יוצר מזהה ייחודי לחדר.

פרמטרים: אין

הצהרת החזרה: קוד לחדר.

send\_response()

תפקיד: שולח תגובה ללקוח.

פרמטרים: נתוני התגובה וכתובת הלקוח.

הצהרת החזרה: אין.

compare\_passwords()

תפקיד: השוואה בין שתי סיסמאות.

פרמטרים: שתי הסיסמאות.

הצהרת החזרה: נכון אם הסיסמאות תואמות, אחרת לא נכון.

התחברות()

תפקיד: כניסה למשתמש.

פרמטרים: האימייל והסיסמה של המשתמש.

הצהרת החזרה: מזהה המשתמש אם הכניסה מוצלחת, אין אחרת.

get\_room\_code()

תפקיד: מקבל את קוד החדר עבור משתמש.

פרמטרים: מזהה המשתמש.

הצהרת החזרה: קוד החדר למשתמש, אין אם למשתמש אין חדר.

insert\_room()

תפקיד: הוספת חדר למסד הנתונים.

פרמטרים: נתוני החדר.

הצהרת החזרה: אין.

get\_user\_type()

תפקיד: מקבל את סוג המשתמש עבור משתמש.

פרמטרים: מזהה המשתמש.

הצהרת החזרה: סוג המשתמש עבור המשתמש, אין אם המשתמש אינו קיים.

יחסי גומלין:

מודול utils.py משמש את כל שאר התוכנה.

מודול server.py הוא המודול הראשי של המערכת והוא מטפל בחיבורים נכנסים מלקוחות.

מודול utils.py משמש גם את מודול server.py לשליחת תגובות ללקוחות ולהשוואת סיסמאות.

client\_gui.py משתמש ב class\_broadcast.py וב class\_listener.py בשביל להשתמש בתקשורת של החדרים והם גם משתמשים בutils.py והם גם מתקשרים עם הserver.py

חלק ב:

def compare\_passwords(password:bytes, hashed\_password:bytes, salt:bytes):

"""This function compares two passwords.

Args:

password: The first password.

hashed\_password: The hashed version of the second password.

salt: The salt used to hash the second password.

Returns:

True if the passwords match, False otherwise.

"""

# Hash the first password with the same salt.

salted\_password = hashlib.sha256(password + salt).hexdigest().encode()

# Compare the hashed passwords.

return hmac.compare\_digest(salted\_password, hashed\_password)

הפונקציה compare\_passwords() פועלת על ידי הצפנת הסיסמה הראשונה עם אותו רעש ששימש להצפנת הסיסמה השנייה. לאחר מכן הפונקציה משווה את הסיסמאות המוצפנות. אם הסיסמאות תואמות, הפונקציה מחזירה True. אחרת, הפונקציה מחזירה False.

הפונקציה compare\_passwords() מסובכת מכיוון שהיא משתמשת בשני אלגוריתמי הצפנה שונים: hashlib.sha256() ו-hmac.compare\_digest(). האלגוריתם hashlib.sha256() משמש לגיבוב הסיסמאות, בעוד שהאלגוריתם hmac.compare\_digest() משווה את הסיסמאות המוצפנות באותו כמות זמן אם הסיסמה נכונה או לא נכונה.

def receive\_data():

"""This function receives data from the socket and starts a new thread to handle the connection.

Args:

sock: The socket.

Returns:

None.

"""

# Receive data from the socket.

data = b""

while True:

chunk, addr = sock.recvfrom(1024 \* 2)

data += chunk

if len(chunk) < 1024:

# End of message.

break

# Print the data.

print(data, "hi")

# Start a new thread to handle the connection.

threading.Thread(target=handle\_connection, args=(data, addr)).start()

הפונקציה receive\_data() על הזמן מקשיבה לחיבורים ולאחר מכן משרשרת להודעה ובודקת אם זה כל ההודעה שנשלחה, אם לא היא ממשיכה להקשיב עד לקבלת ההודעה המלאה. הפונקציה קוראת לhandle\_connection() שתעבד את הנתונים על thread אחר.

הפונקציה receive\_data() מסובכת מכיוון שהיא משתמשת בשתי טכניקות שונות לטיפול בנתונים: היא משתמשת בלולאה כדי לקבל את הנתונים והיא משתמשת בשרשור כדי לעבד את הנתונים. הלולאה משמשת לקבלת הנתונים מכיוון שהיא לפעמים קיבלה רק חלק מהנתונים ואז השרת לא ידע לעבוד איתם.

sql\_injection\_pattern = re.compile(r"(?:')|(?:--)|(\b(select|update|delete|insert|drop|alter)\b)")

הקוד בודק אם יש sql injection

def send\_udp\_large\_data(sock, data, buffer\_size=1024):

"""This function sends a large amount of data over UDP.

Args:

sock: The socket to send the data over.

data: The data to send.

buffer\_size: The size of each packet to send.

Returns:

None.

"""

# Calculate the number of packets required to send the entire data.

packet\_count = len(data) // buffer\_size

if len(data) % buffer\_size != 0:

packet\_count += 1

# Send the data in pieces.

for i in range(packet\_count):

# Get the current piece of data to send.

start = i \* buffer\_size

end = min(start + buffer\_size, len(data))

data\_chunk = data[start:end]

# Send the current piece of data to the server.

sock.sendto(data\_chunk, (SERVER\_IP, SERVER\_PORT))

הקוד פועל על ידי חישוב תחילה של מספר החבילות שידרשו לשליחת כל הנתונים. זה נעשה על ידי חלוקת אורך הנתונים בגודל המאגר. אם אורך הנתונים אינו כפולה של גודל המאגר, אזי תידרש מנה נוספת.

לאחר שחושב מספר החבילות, הקוד שולח את הנתונים בחתיכות. פיסת הנתונים הראשונה נשלחת על ידי קבלת פיסת הנתונים הנוכחית לשליחה, מה שנעשה על ידי קבלת האינדקס של הביט הראשון בנתונים והאינדקס של הבית האחרון בנתונים. פיסת הנתונים הנוכחית נשלחת לאחר מכן לשרת באמצעות שיטת sock.sendto() .

לאחר מכן הקוד ממשיך לשלוח את הנתונים בחתיכות עד שכל הנתונים נשלחים.

חלק ג:

sql\_injection\_pattern

מטרה: לבדוק התקפות הזרקת SQL.

מה הוא עושה: הביטוי הרגולרי מחפש התאמה לדפוס ספציפי של תווים שיכול לשמש להחדרת קוד זדוני לשאילתת SQL.

תוצאות: אם נמצא התאמה, הפונקציה תעלה חריגה.

email\_regex

מטרה: לבדוק אם כתובת דוא"ל תקפה.

מה הוא עושה: הביטוי הרגולרי מחפש התאמה לתבנית ספציפית של תווים שתקפים בכתובת דוא"ל.

תוצאות: אם נמצאה התאמה, הפונקציה מחזירה True. אם לא נמצא התאמה, הפונקציה מחזירה False.

login()

מטרה: לבדוק אם סיסמת המשתמש נכונה.

מה היא עושה: הפונקציה לוקחת שני ארגומנטים: סיסמת המשתמש והסיסמה הגובבת המאוחסנת במסד הנתונים. הפונקציה משווה את הסיסמה של המשתמש לסיסמת הגיבוב.

תוצאות: אם הסיסמאות תואמות, הפונקציה מחזירה את מזהה המשתמש. אם הסיסמאות אינן תואמות, הפונקציה מחזירה ללא.

compare\_passwords()

מטרה: להשוות סיסמה של משתמש לסיסמה הגובבת המאוחסנת במסד הנתונים.

מה היא עושה: הפונקציה לוקחת שני ארגומנטים: סיסמת המשתמש והסיסמה הגובבת המאוחסנת במסד הנתונים. הפונקציה משתמשת בפונקציית hash קריפטוגרפית כדי להמיר את סיסמת המשתמש לסיסמה hashed. לאחר מכן, הפונקציה משווה את הסיסמה הגובבת לסיסמת הגיבוב המאוחסנת במסד הנתונים.

תוצאות: אם הסיסמאות הגובבות תואמות, הפונקציה מחזירה True. אם הסיסמאות הגובבות אינן תואמות, הפונקציה מחזירה False.

get\_room\_code()

מטרה: לבדוק אם למשתמש יש קוד חדר.

מה היא עושה: הפונקציה לוקחת ארגומנט אחד: מזהה המשתמש. הפונקציה מבצעת שאילתות במסד הנתונים כדי לראות אם למשתמש יש קוד חדר.

תוצאות: אם למשתמש יש קוד חדר, הפונקציה מחזירה את קוד החדר. אם למשתמש אין קוד חדר, הפונקציה מחזירה ללא.

## מדריך למשתמש

עץ קבצים:  
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התקנת מערכת:

צריך את התוכנה, חיבור לאוזניות ומיקרופון וחיבור לאינטרנט

בשביל להשתמש צריך לפחות משתמש אחד מסוג מדריך שיפתח את החדר והוא חייב מייל בשביל זה, כל השאר יכולים להיות אנונימיים

משתמשי המערכת:

יש שתי סוכי משתמשים: מדריך ונורמאלי

מדריך:

הוא יכול לפתוח ולנהל חדרים

הוא צריך לפתוח חדר ואז להראות למשתמשים את הקוד של החדר כדי שיכנסו, שם הוא יכול לדבר

![תמונה שמכילה טקסט, צילום מסך, קו, גופן
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בעמוד הזה הוא יכול לפתוח את החדר או לבקש לשנות את הקוד

![תמונה שמכילה טקסט, צילום מסך, גופן, עיצוב
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כאן המדריך יכול לשלוט בחדר ולדבר

משתמש רגיל:

הוא יכול להתחבר לחדרים בעזרת הקוד ולהתכתב
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כאן המשתמש יכול להתחבר, ליצור משתמש, לפתוח חדר (אם הוא מדריך) ולהתחבר לחדרים

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAh0AAAK+CAYAAAAG6KynAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAACXaSURBVHhe7d0/bxtXvj/gk98buHkHlr0bBNjSMtwKtBBvsW5WQBpVhJpsigSGgS1YCarYGcGm8KYRWKkJoG18i7UhE2oNK+UFDO+16Xeg+wrymzMz/CeREkmLX8nS8wBMSHo0M2d4yPPhOWeGXxwfH/+eAACW7P/V/wcAWCqhAwAIIXQAACGEDgAghNABAIQQOgCAEEIHABBC6AAAQggdAECISw0dLx9/mb78sr49flk/O/15AODzdTp0vHw8bPC/fJwmN/kv0+PBMl+m65kL3qdnjx+mh2ceh2vi/bO6nA/T42cvi5IDwMUzvDJRETge3k2tzuv0un7mZnidOq1v0129SwAsgdAxyft/p3/100bz1/Tb8U/pm/rhtXTn+/Ti+LfUvl8/7vz39e7ZAeBSCB2T/O/bQQ9H8y/fpDv1/evtTvrzX/up43/Sf4yxAHDBlhQ63qeXzx6nhw+H8z6+fPgwPX55MS3Z+5fP0uNifYN1F7eHDx+nZxe0/rO8fzay3XIYoijr45Hn8n6c3I33/eNxep9P7vLpSbTj6384MvTxPq+zv+yk7ZaW+1oAwKyWEDqq+RDftjrp9eiEiOJB59u76eHklnFmuQG++20rdcZWnlffSa1i/dFnu7x8XJS1M7IveT/uPhwLAO///bf6eJze529PLDvuP9WxHFn/68635THM4eduXmf9/KTtLvu1AIB5nBM6ikax/+147PZt8S+TvX/2t9TqN3DlfIjjdPzbr4P5Aq9bfzujkT1bbmjHGvhJ6kY5RLGtbyceiNfpX/8e3Yc/pWa7OBa/FcciH4/i9ttgAsXr1PrHlKDUaQ2P5YjXrbtF4Jh0HMa3u8zXAgDmdcE9HS/TP4atXPr1p3o+xJ1vRuYLnGyQZzW67sL9dvq134iPNKTZ63/9u/iOv6j36eV/95PE/fT1H+q7UzR//a3eh3ax9NDrt/9b38vzNH9KP31fHIt6csj798Xe/fFPw+X/5z9T9vd+atdlHIaUWrM9CBHN+qlsuN35X4s7xT5VFn2NAGC6iw0d7/+T/qe+e7KXZPI38zmMrbtojP/5ffqmP8OzaEi//+dIo//6X2mxNrMejqgzx/32P9P3Z80iLYLPj/2duPN9+vto6z+mmpfRn39x9+7ddLfYyOCIvH6bhhFlRPPvg+3f+fNfR0JNUf4fvx+EiL9M2u4ir8U3P6Vfm9VWcm+KC7MBcJHOCR3FN+T8bfrUbfzb9cDIWR/L9af0x5Nh4M4fi2cv0v3z1/enP46d2fKHr0/0RpT6QaZ/zY/76f79+6lZN+4XYeJ2w14LAJjNEiaS9k0LLMfpxZndB7OYcErn2Df7Rd1J37/4rfi2n+/nC2VdwJyHl/8Ym1dxfPwivXjxIv3042jPxbLN+Fq8fDyYM3O//Vs6/ulaX50EgGAXGzr+8PVIQ9pJ3z4ev6R2earrswW77Md6Ml6n1t+eDU83ff8yPftba/jN/v5f058XzjV30jeD8YrXaWRqxkLe/2c8ClW7/L7IIiP7uwwLvBbDfb2f/rr4AQSAiS42dJyc19D5Nt0dnUuQT3V9W//b3L5JP47NFm2lb+/W67777dhZHs2/1/MdroDh5MzC4HgM540szVJfCwCY34UPr3zz05T5Hhfgzvf/rIc+prvf/DWNjgqMXszrUq5L8c1fJh6PZnv8bJdlWOZrAQDzWsKcjm/ST8d5XsT9E41q8ThfK+LHT5kncKdoSI/Tb7+2U/P+ibXfb6b2r7+lFyfmIfzv234XyGUNGRTH47e8v/XDYj/yabY//bl+uFTLfC0AYD5fHB8f/17fv4byT/DXFzK7306/vZhx2CX/1Pvdes5Fbpz717i41upf1q0KnX697j9yB0C4JZ69cgWMnNFy/69/nj043PlzGlw/q5wL8fh6/+pqDllf9gNHofkXgQOAC3e9Q8fgWhXzDq1Up862Tw1LXHf1sItTZQFYgms+vAIAXBXXu6cDALgyhA4AIITQAQCEEDoAgBBCBwAQQugAAEIIHQBACKEDAAghdAAAIYQOACCE0AEAhBA6AIAQQgcAEELoAABCCB0AQAihAwAIIXQAACGEDgAghNABAIQQOgCAEEIHABBC6AAAQggdAEAIoQMACCF0AAAhhA4AIITQAQCEEDoAgBBCBwAQQugAAEIIHQBACKEDAAghdAAAIYQOACCE0AEAhBA6AIAQQgcAEELoAABCCB0AQAihAwAIIXQAACGEDgAghNABAIQQOgCAEEIHABBC6AAAQggdAEAIoQMACCF0AAAhhA4AIITQAQCEEDoAgBBCBwAQQugAAEIIHQBACKEDAAghdAAAIYQOACCE0AEAhBA6AIAQQgcAEELoAABCCB0AQAihAwAIIXQAACGEDgAghNABAIQQOgCAEEIHABBC6AAAQggdAEAIoQMACCF0AAAhhA4AIITQAQCEEDoAgBBCBwAQQugAAEIIHQBACKEDAAghdAAAIYQOACCE0AEAhBA6AIAQQgcAEELoAABCCB0AQAihAwAIIXQAACGEDgAghNABAIQQOgCAEEIHABBC6AAAQggdAEAIoQMACCF0AAAhhA4AIITQAQCEEDoAgBBCBwAQQugAAEIIHQBACKEDAAghdAAAIYQOACCE0AEAhBA6AIAQQgcAEELoAABCCB0AQAihAwAIIXQAACGEDgAghNABAIQQOgCAEEIHABBC6AAAQggdAEAIoQMACCF0AAAhhA4AIITQAQCEEDoAgBBCBwAQQugAAEIIHQBACKEDAAghdAAAIYQOACCE0AEAhBA6AIAQQgcAEELoAABCCB0AQAihAwAIIXQAACGEDgAghNABAIQQOgCAEEIHABBC6AAAQggdAEAIoQMACCF0AAAhhA4AIITQAQCEEDoAgBBCBwAQQugAAEIIHQBACKEDAAghdAAAIYQOACCE0AEAhBA6AIAQQgcAEELoAABCfHF8fPx7fR9m9o9nnfoecNP8+H2zvgfzETpYSA4dPnjg5vHe51MIHSyk/8HzX//1X/UzwHX3f//3f0IHn8ScDgAghNABAIQQOgCAEEIHABBC6AAAQggdAEAIoQMACCF0AAAhhA4AIITQAQCEEDoAgBBCBwAQQugAAEIIHQBACKEDAAghdAAAIYQOACCE0AEAhBA6AIAQQgcAEELoAABCCB0AQAihAwAIIXQAACGEDgAghNABAIQQOgCAEEIHABBC6AAAQggdAEAIoQMACCF0AAAhhA4AIITQAQCEEDoAgBBCBwAQQugAAEIIHQBACKEDAAghdAAAIYQOACCE0AEAhBA6AIAQQgcAEELoAABCCB0AQAihAwAIIXQAACGEDgAghNABAIQQOgCAEEIHABBC6AAAQggdAEAIoQMACCF0AAAhhA4AIITQAQCEEDoAgBBCBwAQQugAAEIIHQBACKEDAAghdAAAIYQOACCE0AEAhBA6AIAQQgcAEELoAABCCB0AQAihAwAIIXQAACGEDgAghNABAIQQOgCAEEIHABBC6AAAQggdAEAIoQMACCF0AAAhhA4AIITQAQCEEDoAgBBCBwAQQugAAEIIHQBACKEDAAghdAAAIYQOACCE0AEAhBA6AIAQQgcAEELoAABCCB0AQAihAwAIIXQAACGEDgAghNABAIQQOgCAEEIHABBC6AAAQggdAEAIoQMACCF0AAAhhA4AIITQAQCEEDoAgBBCBwAQQugAAEIIHQBACKEDAAghdAAAIYQOACCE0AEAhBA6AIAQQgcAEELoAABCCB0AQAihAwAIIXQAACGEDgAghNABAIQQOgCAEEIHABBC6AAAQggdAEAIoQMACCF0AAAhhA4AIITQAQCEEDoAgBBCBwAQQugAAEIIHQBACKEDAAghdAAAIYQOACCE0AEAhBA6AIAQQgcAEELoAABCCB0AQAihAwAIIXQAACGEDgAghNABAIQQOgCAEEIHABBC6AAAQggdAEAIoQMACCF0AAAhhA4AIITQAQCEEDoAgBBCBwAQQugAAEIIHQBACKEDAAghdAAAIYQOACCE0AEAhBA6AIAQQgcAEELoAABCCB0AQAihAwAIIXQAACGEDgAghNABAIQQOgCAEEIHABBC6AAAQggdAEAIoQMACCF0AAAhhA4AIITQAQCEEDoAgBBCBwAQQugAAEIIHQBACKEDAAghdAAAIYQOACCE0AEAhBA6AIAQXxwfH/9e34eZ/eNZJ/34fbN+BNwU3vt8CqGDheQPHuBmEjpYlNABAIQwpwMACCF0AAAhhA4AIITQAQCEEDoAgBBCBwAQwimzLOzg4KC+B9wU6+vr9T2Yn9DBwnLouHfvXv0IuO7evHkjdPBJDK8AACGEDgAghNABAIQQOgCAEEIHABBC6AAAQggdAEAIoQMACCF0AAAhhA4AIITQAQCEEDoAgBBCBwAQQugAAEIIHQBACKEDAAghdAAAIYQOACCE0AGXqddNu62NtHHrVro1uBWPW93U69XLfM4mlW9jI7V2i/LVi4zqtqry7y6r7Hl/im0Dl0PogEvS291It9aaaWfvKB3Vz1WKx3vNtLaWG+fPN3l0i7AxsXxHR2lvpyjfRiuFNv+93bSR9+dd/RgIJ3TAJciBY22naopXNzvp8PBj+vixvh0eps7mavEvuXFeSxufYfDI5WsWYaMoXdrsHKbDftmK2+FhJ1XF20vNjd2JPR7A9SR0QLTiG/eTMnCspu0ibOy3G2llpfqnUvGg0d4vwsd2sUTRNu88Wd5wwzIMyreZOof7qd1YSePFa6T2/mHargqXfjHaATeG0AHBeq+el8MNq9tP09Zoa3zSylZ6WrXM6fmrfuropd2NPO8hD030qiGMeq7ERh6umBJOet3d1Cr/rr7leRUTFh7OqSi2M7LuW8W6d6et/ITuLzt1+b5LRd6YYiVt/bCZVlc301dT+jp6u63hXJBp2+/PGRktW3E7eSyqoaxqv9Jes1rmMx66gs+V0AGheunV86qX49GDsxJHZeXBo6q34/mrU03zh90n9RBG5SgPV6ydnoRZDuU0d9LIonnhou1dKyesnnaUdtbWyrkYA8W6d5qz9Lj00oe3+f8zlK/RTvv77bQ1IZm8+yUPP+1VISGbtP3+HI08Z2S0bIVpxwK4XEIHhPqQ3uUGcvVRmiFz5NSRHpWp413xl6OKRnjnqJwvUc2VyPNA8vNFYBgdr+i2qrkjq3moo79snjdSzavIE1Yn5o489DOy7rLD5eS6J5qzfBMVgWgvTdz+sMdntEelMzZnpCxbucRw+ZWt4XBVcdDK5fbP7GYClkHogM/U6vZhOV+ikueB1I3t3ovBWSHdF0XrnQPE03ZqjE4cKedVVMvvvTgdJMqhn5F156GQSNO2f/RuGL0a7Spk7G81xuaM5LJ9V6UU4IoROuCzNGn4opEelm3z2/Sh/ILfH+rIwyXjcx6qWzPlSJLefjgxdDNh3be/qnoJZnWqZ2Ye826/l3q9bup28/yOVmptDM8MAq4WoQNC3U5f5dZz1ka59ypVU0C+Kv7yfLerlaeqQ6Ae6jjPJwWEk+ryDYLP2XrdIjDU9+fXn+y6ltbWmqnZzPM79tLeyQkewJUhdEColfSgnKSxl36eYZbj4EyXRw/GhxCm+FBNqEhflQmlHwA2U2d0zsOpWzs18mIXol++8fkXE+VTa5tFYFjwWh3dVn+y62ra3NxM29ud1OlU1zw5NLwCV5LQAcEGZ6Scd/2Nket5nB5KmdSod1M5hSN9nW6Xi6+k21/n/++lCdM2lma28vXS7pN6IuiMgWpcXdbV7XT4cT+12+20tdVIjUa+5kn/DCHgqhE6INrI9TfyXItTv7NSPKguId4/O2Py9TzKRn1wMYp8/Y56jsbmw0HPRaOa5JH2mievy1FsI1+7Is/tmHz6yuLGynf6d1by/IvWxlqqpl1sph8+5SySo+fp1dgFOUbXPc3JOSxAFKEDLkE+hfNwe7PqESh/Z2Vkgufa2vAS4tuHafKpnatpdbVo1Jtr9d8NG/FOe2SwpNEeXlJ9sGy1fLP8gxPLX5CVracjl3IvyjfY7q1y/kV1CZB8Gu+iQzv9SbOjx6C4DdZdGT3bZWBvp9wfFweDeEIHXJKVrXbar39nJTfPQ8Xj8vdY9lP7jF6AR0/7v9FSWd3MQw2nG/F8SfXDTr76Z/1Eqd7Ghc7nGFVdyr36nZUT5Sseb5bX1sin8dbPLaDRnnDs+uvuX5Nj9MycsgemCnrZxEACLNUXx8fHv9f3YS4HBwfp3r179SNi5GGU3KuRf7dl/+zLqMMFe/PmTVpfX68fwfz0dAAAIYQOACCE0AEAhBA64LOykrb28wW9zOcAPj9CBwAQQugAAEIIHQBACKEDAAghdAAAIYQOACCE0AEAhBA6AIAQQgcAEELoAABCCB0AQAihAwAIIXQAACGEDgAghNABAIT44vj4+Pf6Pszl4OCgvgfcFOvr6/U9mJ/QAQCEMLwCAIQQOgCAEEIHABBC6AAAQggdAEAIoQMACCF0AAAhhA4AIITQAQCEEDoAgBBCBwAQQugAAEIIHQBACKEDAAghdAAAIYQOACCE0AEAhBA6AIAQQgcAEELoAABCCB0AQAihAwAIIXQAACGEDgAghNABAIQQOgCAEEIHABBC6AAAQggdAEAIoQMACCF0AAAhhA4AIITQAQCEEDoAgBBCBwAQQugAAEIIHQBACKEDAAghdAAAIYQOACCE0AEAhBA6AIAQQgcAEELoAABCCB0AQAihAwAIIXQAACGEDgAghNABAIQQOgCAEEIHABBC6AAAQggdAEAIoQMACCF0AAAhhA4AIITQAQCEEDoAgBBCBwAQQugAAEIIHQBACKEDAAghdAAAIYQOACCE0AEAhBA6AIAQQgcAEOKL4+Pj3+v7czk4OKjvAQA3wfr6en1vMZ8UOu7du1c/AgCuszdv3nxy6DC8AgCEEDoAgBBCBwAQQugAAEIIHQBACKEDAAghdAAAIYQOACCE0AEAhBA6AIAQQgcAEELoAABCCB0AQAihAwAIIXQAACGEDgAghNABAIQQOgCAEEIHXLpe2t24lW7dupVa3fqpT9Rt5fVtpN1e/cQiet20u3tBOzTJJ6+/f9xaqb+WCyk3sDRCB1y23qv0/Ki6u/fzbtGUXgG93bSx1kw77+rHF23Z6weuJKEDLlnv1fN0lFbT6mrx4Oh5euVbOnBNCR1wqbrpl52jlFYfpac/bBaPj9JzqQO4poQOuEzdF2mv+N/qowdppfEwlbFj55fBHIWTet1W2qjnf1S3jdTa7c42JJOHNOq/OWvOQ293I91a2yniT2GvWW5n48QfnNqPjWI/urOFpXPXn+d6tDZOlLNYZqOVZtzEuBnLDSyf0AGXqPuijBzp0YOV4v+N9DCnjiKGvJiQOnJjvdbcS0f1/I/KUdrbaaa1jXPmgpRzKHJDv5q2D/fTVt7cQqrJm6f2o3iw11wrwscnzknpz/XYOzpRzryJvdRcmzM4XFi5gYsgdMCl6aYqczxKZeYoNKrUkfZOpY56GKZsPD+mjx/r22EnbZ83F6TXTa05Gt6Vrf1ivdvF0oXNTrmd/fqPertPUrkbeV2dw8F+HHbq5Y920pNzUsFZ6+/+UvWArG530mG97vJWlLM6MnMMP81ZbmD5hA64JL3dn4dDK9VTOXVUjevez9O/0X8Y+YeVRtrazw3ztEY1N7zNYjsX0fD20qvyNJt6XY3hylYaW2m/DhJHz18t3NvRaFchY3+rMTwmWVHO78p0NauLLDdwUYQOuBT9Bjx3DqyNzF3IDWX57Ilv9P2hl6O0k4cx8rJ5HkWezzG1hS+WLRvewkhvyuI+pHdl5piyrpUH6VGZOt4VS36qXlGubup28/yOVmoVZV2rulhmcNHlBi6K0AGXYeTaHNOc7DFotA9TZ3Pk236eR5Hnc6zlADK8QNa41VT+yQzDHhfn7VhnzHx65STSW7fWinI1U7OZ53fspb2TEzzOdRnlBs4jdMAlqK7NUTSN28N5EcPb4ZR5GitF8NgvlznMczk2N6tre2R5kuWpy5lWQwvtp/Wwx86ToLM3vk63F+xd6LbWykmkZWgoyre93UmdTqcob1HmmYdXLqvcwHmEDgg3nBRanbVy0kp6UI1TpJ1fJvdfrOS5HO122s/zOQ63q3kgbz9MnkuxspWeVilm6vpmczt9Va5myqTVfu/N6lfFkovoT6zdTocfi9BQlG9rq5EajUZR3uFw1MwurNzARRE6IFp9bY6z5husPHhUfktPey+qYZP+tSYmXKui9+FdPQ9kupWtH+oJqs05f99lNMiMhKF86urIjvS6/VNTc7FGJsaea0JQyqFmtJD5LJSNtfqsmfksXm5gGYQOCFZdmyOlzR+2pjfO/UmZRZwoz54tvrVXFyzN16roTzqtbvmaGbnXZPvpGetLjdTulM1v0f5Om/8xwd5OWiu20b9418rW02roJweP/oTWch+qwJF7KZ7Oc6rI2PonTJbNtzwpdCRwHL2bZ5rqguUGlkLogFD1EELx/ftho3xiin6vQtFY1j8Cl08nPSwa0ME8jtrq5nbqzHJaaKOdqvZ3L/183iSHcmii2Fb9cNjQr5Sn6J7aj+LBZr5ux/5ZwWfElPX3J8uOFTGvO1+3o39tj2nDSNPMU25gqb44Pj7+vb4/l4ODg3Tv3r36EQBwnb158yatr6/XjxajpwMACCF0AAAhhA4AIITQAQCEEDoAgBBCBwAQQugAAEIIHQBACKEDAAghdAAAIYQOACCE0AEAhBA6AIAQQgcAEELoAABCCB0AQAihAwAIIXQAACGEDgAgxBfHx8e/1/fncnBwUN8DAG6C9fX1+t5iFg4dAADzMLwCAIQQOgCAEEIHABBC6AAAQggdAEAIoQMACCF0AAAhhA4AIITQAQCEEDoAgBBCBwAQQugAAEIIHQBACKEDAAghdAAAIYQOACCE0AEAhPji+Pj49/r+UhwcHNT3IM76+np9bzL1ksuibnIVnVcvL0pI6Lh37179CJbvzZs3M32wq5dEUze5imaplxfF8AoAEELoAABCCB0AQAihAwAIIXQAACGEDgAghNABAIQQOgCAEEIHABBC6AAAQggdAEAIoQMACCF0AAAhhA4AIITQAQCEEDoAgBBCBwAQQugAAEJ8/qGjt5s2bt1Kt1rd+gkI1uum3dZGVQ/7t42N1Nrtpl69yKhuKy+zkXYn/SNcBZPqdFFnN4rP2d51qLdX7T2b96fY9k2gpwM+Qbf44Lq11kw7e0fpqH6udHSU9naaaW2jlcRhPie93Sl1unh0tFfU6bXcOH++yePKvWfzF+e8P+/qx9ec0AELyh/OzeKDK6XVtNk5TIcfP6aP9e3wsJM2V4t/OtpLzY3did+e4KrJdXptp2qKVzc7RT0e1umPh4epU1XqonFeSxufYfDwnr18Qgcsovh28qT8cN5MncP91G6spJXqX0orK43U3j9M2+WH2E76RXcHV92gTq+m7SJs7LcbRT2u/qlUPGi094vwsV0skav1k89riNB79kq4saGj191NrY0T43ndKe+g/vjf6PLFbSN3w438SdktmZ+f9k7stib++1z7MkG13dwl2B1Zz4l9K7Y9tv/nbGO25Xtpt1wmb7tXdVvWy+ex38EyJ56fvWRXV/eXnbJrdnX7u1R8dk2xkrZ+2Eyrq5vpqyml7u0Wx7k+NreK+rQ76TWZsf5lw7Hn8eN+1rqHdabuNj9jntSn1tVF9m+2sl9cXfzUMn6ueq+e13X6adqaWqcLK1vpadUyp+ev+sfljOM/oZ72zXqs5643E1zF92z52b1W7Vfaa1bLfIY9SPO4kaGj7EJs7qSyl60vj+c110Y+oGr98bY8/je6fOEod8OtDScXrTx4VH0DeP5qYnXtvtgr/ruaHj0Y1vi59uUcL1rN4XpWv0q3y81UHwZrzb3x/a+3cetUN+K8y1detNbqbstKHvvNHx67G2vlsevLzz/57N9UvfThbf7/+Gs5UaOd9vfbaWvCp9y7X3JXdnGc68e5W3eneeLb4xz1b+go7ayNH/ez1j1crO42/2Xy4PLF1dX59m++sn9aXbzI9+PnpZdePc+FnqFOF876rPuw+2T8+E95reY/1jPWm4mu+nv25rh5oaP4Bl+OWRZJtnN4ODJeWY3nVR9Q9bKFYTrujI3/lcuXS4yk/eIbQBGSi6cmdM0VFfHnMnM8SoM6P+e+nG0v7e1V3aLlOva3yq7DXvEBUPYoFm+27c5wG4edqos07+voB++8y1fytnMZ+stWRyZ/eOyk7eHz2/URmxLKPh8f0ruyUoy8lnMrPlyL+jA8xnW37mh9KsxV/8aMvn7Dde8MKmbRCD+p153H7uv15tfuqNixsgqMutC6mp23f4uW/RPq4oWX8XMyZ51eeZAe5dfs6F3xl6OKRrg4hnm+RHX88jyQ/Pz4a7v4sT6/3kx2Nd+zK1vD4arioJXL7Z/ZzfT5u3Gho9/bsP20nRqjA5bleF5VKfZeDCtwo11VmP2txtj4X17+u6rGjWk8rD/kRtaR9bsuN3+owkA2776c53S36PDby/bh/lhyX2lspf3+2Ozgg3fe5Yc2O7kM1f2VxsP6zZXLtjV8fqt+/tQH1c1Uvl6DY1x162ZH74ZHZ9761zdt3QO9V6l6qbfT0zx2Xz1brLZdNMin17uUunrW/hUWLfuidfGiy3hTrW4flvMlKnkeSN3Y7r1I/aO36LGepd4s0zLfszfFDQsd/S623E03PtZW3ZpFTi+8/XCqUc1/2+t1U7ebx+paqbWRu9nyp/YJje+q9DvyBhs25pvpYaN65tP2ZbKvq/GUEeek+1PfVuZdvm81fXW7vlu6nb4q31tf10M819QnhacJ3by3vyqenWbG+leaYd0f3lXfxh49GP9gLPS7zocuuq4ut+yL1cWLfz/eTJOGLxqp+i72Nn0oD96ix3reejPBlX3P3hw3LHTUjep5xipmr5wQdOvWWlpba6ZmM4/V7aW9k4N1AyvpQdky76Wf+8MQ/W+Vmw+Lt1/fIvuyLP0Pg1mdXP6ah4tT+g3ZbMet1y0+fOr785u3/i3DZdXVRcq+aF28Su/Hy1DX6VnLN+gp+6r4y/Pdrlaeqg6ByzjWN+09e3XdsNDRr3ibqfOx6gKbfGsPwkG31Z+4tJo2NzfT9nYndTqd8vz1Sd3Q2clJVoOhlWE3R2H+fVmeeT+ob1rIOKkfLKfNpxjR201PmsWHz4Ln/S9S/y7e5dTV2LJfpffjZZjwZekMgzNdJvSUTfKhTBn9XqjLONY37T17dd2w0LGSbn+d/7+XZhua7aZq6HE7HX7cT+12O21tNVKj0UgrK/0hkwkGE0qfp1e9bvqlnDC1nb4bewfNuy+LqN/c5X5Uz4w59W1l3uVvrkGwPPNaBSOTNWf8cB63YP2bRd0tPGl+Tr9BGYqoqyctsewTXUYZr5bZ6nQhN8rlMMGkoZRJjXr9Wg6+rFzOsf7s37PXxI2bSDqY6Nk8eT54L3V3c5fYrdPXJ8iN8OiyRZBo5dPvzqg/1XaKN+CTn4u31uQKvNC+zGWY7nfyaVoj28jnx2/U54cP923e5W+wkWsV5GN18jcb8ljusI5sph8+ZUb6AvXvXIP5OTvpSVHH+mvP12epGpRxy6+rUyyj7FNcWhmvirE6XV/HZOww1Nff6H8O5EmVE6p12agPjl/RiG/UczRGhpcv5Vhf+ffszZgvdH1Cx151YZVpt0H9bbSHl/Jtro0ss5aaZY3YTJ324K1RT4AqKunosmvFm2ik8ozOXB6oJ5QeleN4k74RFObal8WsbD0dnlY2so18fnxZhCKRPx15c827/E2Wj9XwstDNtFYfq/J4DepI8RoeLtpN/An171wraetpfTZS8d7p73t5fZZqgXEBdXXcMss+RXgZr558Cmc+nXhQL0Yneq71r3+ymja3D9PkUztX0+rq6Gs2bMTHjt0lHesr/Z7d2yn3x8XBrqF8Kd98/v5qrnsDxZulvF7BeGVrtKvfGxhfNL/p8hhdfX71xBnt/V6Dwhnnhs+zL4spGpf9j6e3kcuQzzevr+cxNO/yN1l1WejqNxum1JH8Gn7CAVu8/s2g+Oa3X18XYSBfN6F/TZYTll9Xxy217FNEl/EqWtlqF/ViwrHvH4d8CfEzvng8elr9bd/qZh5qOH3sLudYX8H3bNkDUxyH+uGFBukr6Ivj4+Pf6/tLcXBwkO7du1c/guV78+ZNWl9frx9Npl6eodtKt5p7KV9v4bpfqCja9a2beRgl92qsVtf4UW0+K7PUy4tyI3s64MbLl2ouu35P/C5GHnsuL52bJlz3BeDTCB1wE/Unkqb8WxDDce3B2PNmJ13z6QvAJRA64EbKc3emjD3nuTsSB7AEQgfcWNWkuv3RCzLt74/8bgbMqpqA/vGj+RycTegAAEIIHQBACKEDAAghdAAAIYQOACCE0AEAhBA6AIAQQgcAEELoAABCCB0AQAihAwAIIXQAACGEDgAghNABAIQQOgCAEF8cHx//Xt9fioODg/oexFlfX6/vTaZeclnUTa6i8+rlRVl66AAAyAyvAAAhhA4AIITQAQCEEDoAgBBCBwAQQugAAEIIHQBACKEDAAghdAAAIYQOACCE0AEAhBA6AIAQQgcAEELoAABCCB0AQAihAwAIIXQAACGEDgAghNABAIQQOgCAEEIHABBC6AAAQggdAEAIoQMACCF0AAAhhA4AIITQAQCEEDoAgBBCBwAQQugAAEIIHQBACKEDAAghdAAAIYQOACCE0AEAhBA6AIAQQgcAEELoAABCCB0AQAihAwAIIXQAACGEDgAghNABAIQQOgCAEEIHABBC6AAAQggdAEAIoQMACCF0AAAhhA4AIITQAQCEEDoAgBBCBwAQQugAAEIIHQBACKEDAAghdAAAIYQOACCE0AEAhBA6AIAAKf1/OI9d+S1sFI8AAAAASUVORK5CYII=)

כאן המשתמש יכול לשמוע את המדריך ולשלוח הודעות

## סיכום אישי / רפלקציה

בהתחלה למדתי איך להעביר את ההקלטה בזמן אמת ולמדתי על הספרייה הגרפית שאני משתמש בה, באותו זמן התחלתי לעבוד על המסד נתונים ועל השרת בגלל שזה דברים שאני יודע כבר איך לעשות. אחר כך התמקדתי בלהעביר את ההקלטה בזמן אמת והיו לי הרבה מאוד בעיות עם זה, בחלק מהמקרים שמעו לא טוב, בחלק מהמקרים שמעו בהילוך מהיר ואיטי ובחלק היו שומעים בצורה מוזרה, בדקתי את זה הרבה מאוד פעמים ולמדתי הרבה על איך שמע והקלטות עובדות במחשב עד שהבנתי אחרי הרבה מאוד זמן שהבעיה הייתה באוזניות שלי שהיו מאוד ישנות, כשבדקתי עם אוזניות חדשות הכל עבד נהדר אז אזהרה למשתמשים: **אל תשתמשו באוזניות ישנות או ברמקולים של המחשב, זה עובד נוראי וזה עלול לעשות רעשים חזקים ולא צפויים!**

אחרי שהיה לי תקשורת עובדת עבדתי על המסכים והגרפיקה, שזה החלק הפחות אהוב עלי, כל פעם שחשבתי שסיימתי הבנתי שלא תכננתי עד הסוף ושחסרים לי כפתורים כל פעם, הפיתרון שלי היה להשאיר את זה לסוף, אחר כך הייתי צריך לעצב שזה יראה איכשהו נורמאלי ויהיה נחמד להסתכל על זה ושזה לא יהיה סתם הסגנון הדיפולתי של המערכת אז עבדתי כמה שעות על העיצוב והצבעים.

בסוף חיברתי הכל אחד לשני בצורה שיעבוד והפכתי חלק מהקוד למחלקות כדי שיהיה קל יותר "להלביש" את זה על הגרפיקה.

למדתי הרבה על איך תקשורת udp עובדת, איך שמע עובד במחשב ועל דרכים שונות ליצור גרפיקה בפייתון.

בפרויקט זה פיתחתי הבנה טובה יותר של הצורה שבה נתונים עוברים בין אובייקטים שונים ובין כלי תקשורת שונים דרך האינטרנט, כיצד לייעל קוד לביצועים טובים יותר וכיצד לבנות קוד בצורה מאורגנת וניתנת לתחזוקה. כישורים אלהיהיו מאוד חשובים בשבילי בפרויקטים העתידיים שלי.

בנוסף למדתי איך לדבג ולמצוא באגים ולפתור אותם במהירות גבוהה יותר מבעבר, אני יכול עכשיו לחפש ולמצוא פתרונות לבעיות שיש לי בתוכנה הרבה יותר מהר ולמדתי איך להשתמש באינטרנט בצורה אפקטיבית יותר כדי לפתור את הבאגים.

הכלים שנשארים איתי להמשך הם איך ללמוד ולנהל זמן, טריקים לעיצוב, ידע כללי על שמע והקלטה במחשבים וגם ידע מעמיק יותר על תקשורת udp

אם הייתי צריך לעשות הכל מחדש הייתי מנסה לבחור דרך אחרת להעביר את השמע, בחרתי בספרייה שהייתה low level כי חשבתי שזה יהיה נוח בשבילי ללמוד, וזה היה טעות כי יש ספריות שעוזרות עם תקשורת והן עושות הרבה דברים שאני הייתי צריך ליצור מ-0 וזה לקח הרבה מאוד זמן

אם היו לי משאבים נוספים הייתי משפר את הגרפיקה כי היא לא משהו ולא הכי נוח להשתמש וה-ux לא אופטימלי, הייתי מוסיף עוד אופציות שליטה למדריך (כמו אפשרות לאשר לחדר)

תודות: אני הכי רוצה להודות לאבא שלי שעזר לי עם רעיונות לפרויקט ועזר לי אם איך הפרויקט אמור להיראות ועל מה לחשוב, אני רוצה להודות גם לירין והראל זאבי שעזרו לי בגרפיקה והתייעצתי איתם, אני רוצה להודות גם לאיתי שרון שהתייעצתי איתו על כל מיני דברים שממש עזרו לי ואני רוצה להודות גם למורה שרית שהכווינה אותי בפרוייקט ועזרה לי לראות איך הפרוייקט אמור להיראות בתור מוצר מוכן ולא כמו שחשבתי מקודם שאני פשוט אצור משהו ואוסיף עוד פונקציות תוך כדי

## ביבליוגרפיה

גרפיקה:

<https://www.pythonguis.com/tutorials/pyside-creating-your-first-window/>

<https://doc.qt.io/qtforpython-5/PySide2/QtWidgets/QStackedWidget.html>

תקשורת:

<https://wiki.python.org/moin/UdpCommunication>

<https://www.youtube.com/watch?v=3qlhbez-RPI>

הקלטה:

<https://people.csail.mit.edu/hubert/pyaudio/docs/>

# קוד

## Server.py

import socket

import threading

import sqlite3

import hashlib

import hmac

import json

import json

import re

import utils

"""

todo list:

finishe the check for sql injections

"""

salt = b'your\_salt'

# Function to handle incoming connections

def handle\_connection(data, addr):

# Unjson the data

data = json.loads(data.decode(), strict=False)

print(data, addr)

sql\_injection\_pattern = re.compile(r"(?:')|(?:--)|(\b(select|update|delete|insert|drop|alter)\b)")

"""

Doesn't work, check later

# check for SQL injection

if sql\_injection\_pattern.search(str(data)):

send\_response(addr, {"message": "Invalid command.", "code": 400})

print("Possible SQL injection detected!")

"""

# example {"command": "create user", "data": {"username": "first2", "password": "123", "email": "check6@gmail.com", "type": "guide"}}

# Check the command

if data["command"] == "create user":

# Get the user data

user\_data = data["data"]

# Encrypt the password

password = user\_data["password"].encode()

salted\_password = hashlib.sha256(password + salt).hexdigest()

# Check if email is valid

email\_regex = '^[a-zA-Z0-9.\_%+-]+@[a-zA-Z0-9.-]+\.[a-zA-Z]{2,}$'

if re.search(email\_regex, user\_data["email"]):

# Connect to the database

connection = sqlite3.connect("mydatabase.db")

cursor = connection.cursor()

# Check if the email is already in use

cursor.execute("SELECT \* FROM Users WHERE email=?", (user\_data["email"],))

result = cursor.fetchone()

if result:

send\_response(addr, {"message": "Email already in use.", "code": 406})

print("Email already in use.")

else:

# Insert the data into the users table

if user\_data["type"] == 'normal':

# Insert the data into the users table

cursor.execute("INSERT INTO users (username, password, email, type) VALUES (?, ?, ?, ?)", (user\_data["username"], salted\_password, user\_data["email"], user\_data["type"]))

send\_response(addr, {"message": "User created successfully.", "code": 201})

print("User created successfully.")

elif user\_data["type"] == 'guide':

# Insert the data into the users table

room\_code = utils.create\_room\_id()

cursor.execute("INSERT INTO users (username, password, email, type, room\_code) VALUES (?, ?, ?, ?, ?)", (user\_data["username"], salted\_password, user\_data["email"], user\_data["type"], room\_code))

send\_response(addr, {"message": "User created successfully.", "code": 201, "room code": room\_code})

print("User created successfully.")

print(f"{room\_code = }")

else:

send\_response(addr, {"message": "Incorrect user type.", "code": 406})

print("Incorrect user type.")

connection.commit()

connection.close()

else:

send\_response(addr, {"message": "Invalid command.", "code": 400})

print("Invalid email address.")

elif data["command"] == "login":

# this if is just for check, need to be checked every time

user\_id = login(data["data"]["password"], data["data"]["email"])

if user\_id:

send\_response(addr, {"message": "You logged in.", "code": 201})

print("You logged in.", user\_id)

else:

send\_response(addr, {"message": "Incorrect email or password", "code": 400})

elif data["command"] == "open room":

user\_info = data["user\_info"]

if user\_info == None:

send\_response(addr, {"message": "You are not authorized to open a room.", "code": 403})

return

user\_id = login(user\_info["password"], user\_info["email"])

if user\_id is None:

# Return error message to client

send\_response(addr, {"message": "Invalid password or mail.", "code": 401})

return

user\_type = get\_user\_type(user\_id)

if user\_type != "guide":

# Return error message to client

send\_response(addr, {"message": "You are not authorized to open a room.", "code": 403})

return

room\_code = get\_room\_code(user\_id)

host\_ip = data["data"]["host\_ip"]

host\_port = data["data"]["host\_port"]

host\_listener\_port = data["data"]["host\_listener\_port"]

insert\_room(room\_code, user\_id, host\_ip, host\_port, host\_listener\_port)

# Return success message to client

send\_response(addr, {"message": "Room successfully opened.", "code": 200, "room code": room\_code})

elif data["command"] == "close room":

user\_info = data["user\_info"]

if user\_info == None:

send\_response(addr, {"message": "You are not authorized to open a room.", "code": 403})

return

user\_id = login(user\_info["password"], user\_info["email"])

if user\_id is None:

# Return error message to client

send\_response(addr, {"message": "Invalid password or mail.", "code": 401})

return

user\_type = get\_user\_type(user\_id)

if user\_type != "guide":

# Return error message to client

send\_response(addr, {"message": "You are not authorized to open a room.", "code": 403})

return

with sqlite3.connect("mydatabase.db") as connection:

cursor = connection.cursor()

cursor.execute("DELETE FROM active\_rooms WHERE id=?;", (user\_id, ))

connection.commit()

send\_response(addr, {"message": "Room was closed successfully", "code": 204})

elif data["command"] == "get host by code":

room\_code = data["room\_code"]

with sqlite3.connect("mydatabase.db") as conn:

c = conn.cursor()

c.execute("SELECT host\_ip, host\_port, host\_listener\_port FROM active\_rooms WHERE room\_code = ?", (room\_code, ))

host\_ip, host\_port, host\_listener\_port = c.fetchone()

send\_response(addr, {"message": "Here are the host ip and port", "code": 200, "host ip": host\_ip, "host port": host\_port, "host\_listener\_port": host\_listener\_port})

elif data["command"] == "get type by email":

email = data["email"]

with sqlite3.connect("mydatabase.db") as conn:

c = conn.cursor()

c.execute("SELECT type FROM users WHERE email = ?", (email, ))

user\_type = c.fetchone()

if not(user\_type is None):

user\_type = user\_type[0]

send\_response(addr, {"message": f"The user is {user\_type}", "code": 200, "user type": user\_type})

else:

send\_response(addr, {"message": "Invalid mail.", "code": 401, "user type": None})

elif data["command"] == "get type by name":

email = data["email"]

with sqlite3.connect("mydatabase.db") as conn:

c = conn.cursor()

c.execute("SELECT username FROM users WHERE email = ?", (email, ))

user\_name = c.fetchone()

if not(user\_name is None):

user\_name = user\_name[0]

send\_response(addr, {"message": f"The username is {user\_name}", "code": 200, "user name": user\_name})

else:

send\_response(addr, {"message": "Invalid mail.", "code": 401, "user name": None})

else:

print(data["command"], data["command"] == "open room")

send\_response(addr, {"message": "Invalid command.", "code": 400})

print("Invalid command.")

def send\_response(client, data):

data = json.dumps(data)

sock.sendto(bytes(data, encoding="utf-8"), client)

def compare\_passwords(password:bytes, hashed\_password:bytes, salt:bytes):

print("hi")

salted\_password = hashlib.sha256(password + salt).hexdigest().encode()

print(salted\_password)

print(hashed\_password)

return hmac.compare\_digest(salted\_password, hashed\_password)

def login(password, email):

with sqlite3.connect("mydatabase.db") as conn:

c = conn.cursor()

c.execute("SELECT id, password FROM users WHERE email = ?", (email, ))

user = c.fetchone()

print(user)

if user is not None:

user\_id, hashed\_password = user

print(user\_id, hashed\_password)

if compare\_passwords(str.encode(password), str.encode(hashed\_password), salt):

return user\_id

return None

def get\_room\_code(user\_id):

with sqlite3.connect("mydatabase.db") as connection:

cursor = connection.cursor()

cursor.execute("SELECT room\_code FROM users WHERE id=?", (user\_id,))

room\_code = cursor.fetchone()

if room\_code:

room\_code = room\_code[0]

else:

room\_code = None

return room\_code

def insert\_room(room\_code, user\_id, host\_ip, host\_port, host\_listener\_port):

connection = sqlite3.connect("mydatabase.db")

cursor = connection.cursor()

cursor.execute("INSERT INTO active\_rooms (room\_code, id, host\_ip, host\_port, host\_listener\_port) VALUES (?, ?, ?, ?, ?)", (room\_code, user\_id, host\_ip, host\_port, host\_listener\_port))

connection.commit()

def get\_user\_type(user\_id):

connection = sqlite3.connect("mydatabase.db")

cursor = connection.cursor()

cursor.execute("SELECT type FROM users WHERE id=?", (user\_id,))

user\_type = cursor.fetchone()[0]

connection.close()

return user\_type

# Function to receive data

def receive\_data():

while True:

# Receive data from the socket

# data, addr = sock.recvfrom(1024)

data = b""

while True:

chunk, addr = sock.recvfrom(1024\*2)

data += chunk

if len(chunk) < 1024:

# end of message

break

print(data, "hi")

# Start a new thread to handle the connection

threading.Thread(target=handle\_connection, args=(data, addr)).start()

# Create a socket

sock = socket.socket(socket.AF\_INET, socket.SOCK\_DGRAM)

# set the buffer size to 4096 bytes

sock.setsockopt(socket.SOL\_SOCKET, socket.SO\_RCVBUF, 1048576)

# Bind the socket to the address and port

sock.bind(("localhost", 5005))

# Start the receive data function in a new thread

threading.Thread(target=receive\_data).start()

# Keep the program running

while True:

pass

## client\_gui.py

import sys

import utils

import subprocess

from PySide6.QtGui import QIcon

from PySide6.QtWidgets import QApplication, QMainWindow, QStackedWidget, QLineEdit, QMenu

from PySide6.QtUiTools import QUiLoader

from PySide6.QtCore import QFile, Qt

from pages.code import user\_menu

from pages.code import chat\_menu

import class\_broadcast

import class\_listener

from PySide6 import QtCore

print(QtCore.QCoreApplication.libraryPaths())

# C:\Users\Ariel\AppData\Roaming\Python\Python311\Scripts\pyside6-uic.exe

"""

tasks:

"""

client = utils.Client(None, None, None)

print(client.username)

voice\_client = None

global\_room\_code = None

app = QApplication(sys.argv)

with open("pages/style.css", "r") as f:

app.setStyleSheet(f.read())

app.setWindowIcon(QIcon('icon.png'))

loader = QUiLoader()

main\_page = QFile("pages/main\_page.ui")

main\_page.open(QFile.ReadOnly)

my\_form = loader.load(main\_page)

main\_page.close()

main\_page\_heading\_text = "Hello {name}\nYou are {user\_type}"

create\_room\_page = QFile("pages/create\_room\_page.ui")

create\_room\_page.open(QFile.ReadOnly)

my\_form2 = loader.load(create\_room\_page)

create\_room\_page.close()

create\_room\_page\_heading\_text = "Hello {name}"

chat\_page = QFile("pages/chat\_page.ui")

chat\_page.open(QFile.ReadOnly)

my\_form3 = loader.load(chat\_page)

chat\_page.close()

chat\_page\_heading\_text = "Hello, {name}"

login\_page = QFile("pages/login\_page.ui")

login\_page.open(QFile.ReadOnly)

my\_form4 = loader.load(login\_page)

login\_page.close()

create\_user\_page = QFile("pages/create\_new\_user.ui")

create\_user\_page.open(QFile.ReadOnly)

my\_form5 = loader.load(create\_user\_page)

create\_user\_page.close()

user\_menu\_page = QFile("pages/user\_menu.ui")

user\_menu\_page.open(QFile.ReadOnly)

my\_form6 = loader.load(user\_menu\_page)

user\_menu\_page.close()

chat\_for\_guide\_page = QFile("pages/chat\_page\_for\_guide.ui")

chat\_for\_guide\_page.open(QFile.ReadOnly)

my\_form7 = loader.load(chat\_for\_guide\_page)

chat\_for\_guide\_page.close()

chat\_for\_guide\_page\_heading\_text = "Hello, {name}"

my\_form\_list = [my\_form, my\_form2, my\_form3, my\_form7, my\_form4, my\_form5]

my\_form\_texts\_lists = [my\_form.heading.text(), my\_form2.heading.text(), my\_form3.heading.text(), my\_form7.heading.text()]

sw = QStackedWidget()

for i in my\_form\_list:

sw.addWidget(i)

def toggle\_password(form):

if form.password\_field.echoMode() == QLineEdit.Password:

form.password\_field.setEchoMode(QLineEdit.Normal)

form.toggle\_password.setText("Hide Password")

else:

form.password\_field.setEchoMode(QLineEdit.Password)

form.toggle\_password.setText("Show Password")

def login():

# {"password": "123", "email": "check6@gmail.com"}

mail = my\_form4.email\_field.text()

password = my\_form4.password\_field.text()

data = {"password": password, "email": mail}

print(data)

client.change\_user(None, password, mail)

r = client.send\_login()

print(r)

def create\_new\_user():

name = my\_form5.name\_field.text()

mail = my\_form5.email\_field.text()

password = my\_form5.password\_field.text()

user\_type = my\_form5.user\_type\_input.currentText()

print(name, mail, password, user\_type)

data = {"username": name, "password": password, "email": mail, "type": user\_type}

print(data)

client.change\_user(None, mail, password)

r = client.create\_user(data)

print(r)

def change\_heading\_text(text):

global voice\_client, global\_room\_code

try:

user\_name = client.username

user\_type = client.type

if user\_name is None or user\_type is None:

user\_name = "anon"

user\_type = "normal"

print(user\_name, user\_type)

text = text.replace("{name}", user\_name)

text = text.replace("{user\_type}", user\_type)

except AttributeError as e:

print(e)

except IndexError as e:

print(e)

try:

print(global\_room\_code, "hhhhhhhhhhhhhhhhhhhhhhhhhhhhhhhh")

text = text.replace("{room\_code}", str(global\_room\_code))

except Exception as e:

print(e)

return text

def change\_window(index):

sw.setCurrentIndex(index)

print(index)

try:

h = my\_form\_texts\_lists[index]

h = change\_heading\_text(h)

my\_form\_list[index].heading.setText(h)

except Exception as e:

print(e)

def enter\_room():

global voice\_client, room\_code

room\_code = my\_form.room\_code\_field.text()

print(room\_code)

change\_window(2)

audio\_client = class\_listener.AudioClient(room\_code, client)

audio\_client.run()

voice\_client = audio\_client

sub\_window = None

def open\_sub\_window():

global sub\_window

if sub\_window is None or not sub\_window.isVisible():

sub\_window = user\_menu.SubWindow(sw)

sub\_window.closed.connect(sub\_window\_closed)

sub\_window.show\_fullscreen()

def sub\_window\_closed():

global sub\_window

sub\_window = None

sub\_chat = None

def open\_sub\_chat():

global sub\_chat, voice\_client

if sub\_chat is None or not sub\_chat.isVisible():

sub\_chat = chat\_menu.ChatSubWindow(sw, voice\_client)

sub\_chat.closed.connect(sub\_chat\_closed)

sub\_chat.show\_fullscreen()

voice\_client.update\_chat\_room(sub\_chat)

def sub\_chat\_closed():

global sub\_chat

sub\_chat = None

def open\_room():

global voice\_client, global\_room\_code

if client.type == "normal":

return

utils.close\_room(client.user\_data)

# Create an AudioRecorder object with the client object and parameters

recorder = class\_broadcast.AudioRecorder(client=client, udp\_ip="127.0.0.1", udp\_port=51166,

host\_listener\_port=51167)

# Start recording in the background

recorder.run()

voice\_client = recorder

global\_room\_code = voice\_client.room\_code

print(global\_room\_code, "ggggggggggggggggggggggggggg")

change\_window(3)

clipboard = app.clipboard()

my\_form.create\_new\_room\_button.clicked.connect(lambda: change\_window(1))

my\_form.connect\_button.clicked.connect(lambda: enter\_room())

my\_form.login\_button.clicked.connect(lambda: change\_window(4))

my\_form2.return\_button.clicked.connect(lambda: change\_window(0))

my\_form2.open\_room\_button.clicked.connect(open\_room)

my\_form3.leave\_room\_button.clicked.connect(lambda: change\_window(0))

my\_form3.open\_chat\_button.clicked.connect(open\_sub\_chat)

my\_form4.password\_field.setEchoMode(QLineEdit.Password)

my\_form4.toggle\_password.clicked.connect(lambda: toggle\_password(my\_form4))

my\_form4.user\_log\_in\_button.clicked.connect(login)

my\_form4.create\_new\_user\_button.clicked.connect(lambda: change\_window(5))

my\_form4.return\_button.clicked.connect(lambda: change\_window(0))

my\_form5.password\_field.setEchoMode(QLineEdit.Password)

my\_form5.user\_type\_input.clear()

for i in ("normal", "guide"):

my\_form5.user\_type\_input.addItem(i)

my\_form5.toggle\_password.clicked.connect(lambda: toggle\_password(my\_form5))

my\_form5.create\_user\_button.clicked.connect(create\_new\_user)

my\_form5.login\_button.clicked.connect(lambda: change\_window(4))

my\_form5.return\_button.clicked.connect(lambda: change\_window(0))

my\_form7.show\_users\_button.clicked.connect(lambda: open\_sub\_window())

my\_form7.open\_chat\_button.clicked.connect(lambda: open\_sub\_chat())

my\_form7.copy\_button.clicked.connect(lambda: clipboard.setText(str(global\_room\_code)))

sw.show()

change\_window(0)

## class\_listener.py

import socket

import pyaudio

import wave

import utils

import random

import threading

import json

class AudioClient:

def \_\_init\_\_(self, room\_code, client=None, chat\_room=None):

if client == None:

self.user\_client = utils.Client(None, None, None)

else:

self.user\_client = client

self.room\_code = room\_code

self.d = utils.get\_host(self.room\_code)

self.UDP\_IP, self.UDP\_PORT, self.host\_listener\_port = self.d["host ip"], self.d["host port"], self.d["host\_listener\_port"]

self.chunk = 1024 # Each chunk will consist of 1024 samples

self.sample\_format = pyaudio.paInt16 # 16 bits per sample

self.channels = 1 # Number of audio channels

self.fs = 44100 # Record at 44100 samples per second

self.time\_in\_seconds = 10

\_, self.PORT, \_ = utils.get\_port\_and\_ip()

self.client = socket.socket(socket.AF\_INET, socket.SOCK\_DGRAM)

self.p = pyaudio.PyAudio()

self.frames = []

self.is\_done = False

self.thread = None

self.chat\_room = chat\_room

def update\_chat\_room(self, chat\_room):

self.chat\_room = chat\_room

def list\_devices(self):

device\_count = self.p.get\_device\_count()

for i in range(0, device\_count):

info = self.p.get\_device\_info\_by\_index(i)

print("Device {} = {}".format(info["index"], info["name"]))

print(self.p.get\_default\_output\_device\_info())

def send(self, msg):

self.client.sendto(msg, (self.UDP\_IP, self.host\_listener\_port))

def send\_d(self, msg):

msg = json.dumps(msg)

self.send(bytes(msg, encoding="utf-8"))

def run(self):

self.thread = threading.Thread(target=self.\_run)

self.thread.start()

def run\_and\_save(self, name):

threading.Thread(target=self.\_run, daemon=True).start()

self.save(name)

def \_run(self):

stream = self.p.open(channels=self.p.get\_default\_output\_device\_info()["maxOutputChannels"],

format=self.sample\_format,

rate=self.fs, # somehow when it's normal it 2 times faster

frames\_per\_buffer=self.chunk,

output=True,

input=False,

output\_device\_index=self.p.get\_default\_output\_device\_info()["index"])

msg = {"msg": "accept me", "name": self.user\_client.username}

self.send\_d(msg)

print("listening")

while not self.is\_done:

data, addr = self.client.recvfrom(1024 \* 100) # buffer size is 1024 bytes

if data == b"stop":

print(data)

self.is\_done = True

if data[0] == 123 and data[-1] == 125:

# Decode the bytes object into a string

string\_data = data.decode('utf-8')

string\_data = string\_data.replace("'", "\"")

print(string\_data)

# Convert the string to JSON

json\_data = json.loads(string\_data)

print(json\_data, type(json\_data))

if json\_data["msg"] == "send msg":

if self.chat\_room is not None:

self.chat\_room.add\_message(f"{json\_data['from']}: {json\_data['content']}")

else:

self.frames.append(data)

stream.write(data)

"""

if random.random() > 0.8:

self.send(b"please activate mic")

"""

stream.stop\_stream()

stream.close()

self.p.terminate()

def save(self, file\_name):

try:

with wave.open(file\_name, 'wb') as file:

file.setnchannels(self.channels)

file.setsampwidth(self.p.get\_sample\_size(self.sample\_format))

file.setframerate(self.fs)

file.writeframes(b''.join(self.frames))

except (IOError, EOFError, ValueError) as e:

print(f"Error occurred while saving the file: {e}")

def connect(self):

self.run()

def send\_msg(self, msg):

msg = {"msg": "send msg", "msg content": msg}

print(msg)

self.send\_d(msg)

if \_\_name\_\_ == "\_\_main\_\_":

audio\_client = AudioClient("nSMQ4PxU")

audio\_client.run\_and\_save("output2.wav")

## class\_broadcast.py

import socket

import pyaudio

import wave

import utils

import threading

import json

import random

class AudioRecorder:

def \_\_init\_\_(self, udp\_ip, udp\_port, host\_listener\_port, client, chat\_room=None):

self.udp\_ip = udp\_ip

self.udp\_port = udp\_port

self.host\_listener\_port = host\_listener\_port

self.client = client

if self.client.type == "normal":

return

self.r = utils.activate\_room(self.client.user\_data, {"host\_ip": self.udp\_ip, "host\_port": self.udp\_port, "host\_listener\_port": self.host\_listener\_port})

self.room\_code = self.r["room code"]

print(self.room\_code)

self.chunk = 1024

self.sample\_format = pyaudio.paInt16

self.channels = 1

self.fs = 44100

self.time\_in\_seconds = 60

self.sock = socket.socket(socket.AF\_INET, socket.SOCK\_DGRAM)

self.clients = []

self.server = socket.socket(socket.AF\_INET, socket.SOCK\_DGRAM)

self.server.bind((self.udp\_ip, self.host\_listener\_port))

self.p = pyaudio.PyAudio()

self.frames = []

self.chat\_room = chat\_room

def update\_chat\_room(self, chat\_room):

self.chat\_room = chat\_room

def send(self, msg, ip, port):

if self.client.type == "normal":

return

self.sock.sendto(msg, (ip, port))

def broadcast(self, msg):

if self.client.type == "normal":

return

for i in self.clients:

self.send(msg, i[0], i[1])

def broadcast\_msg(self, msg, ip, port):

if self.client.type == "normal":

return

message = msg

print(self.clients)

for i in self.clients:

print("send to: ", i)

msg = {"msg": "send msg", "content": message, "from": self.get\_user\_name(ip, port)}

msg = json.dumps(msg)

self.send(bytes(msg, encoding="utf-8"), i[0], i[1])

def get\_user\_name(self, ip, port):

for item in self.clients:

if item[0] == ip and item[1] == port:

return item[2]

return None

def handle\_connection(self):

if self.client.type == "normal":

return

data, addr = self.server.recvfrom(1024)

print(addr[0], addr[1])

print(data)

if data == b"please activate mic":

msg = {"msg": "listen to", "ip": addr[0], "port": addr[1]}

msg = json.dumps(msg)

self.broadcast(bytes(msg, encoding="utf-8"))

if data[0] == 123 and data[-1] == 125:

print(data)

data = json.loads(data)

if data["msg"] == "accept me":

if addr not in self.clients:

if data["name"] == None:

rand\_nums = [random.randint(1, 100) for i in range(3)]

new\_name = f"anon({''.join(map(lambda x: str(x), rand\_nums))})"

new\_var = random.randint(1, 100)

# Check if the new variable is in the last value of each tuple in the clients list

while any(new\_var in self.clients[-1] for tpl in self.clients):

rand\_nums = [random.randint(1, 100) for i in range(3)]

new\_name = f"anon({''.join(map(lambda x: str(x), rand\_nums))})"

print(new\_name)

name\_to\_add = new\_name

else:

name\_to\_add = data["name"]

client\_to\_add = (addr[0], addr[1], name\_to\_add)

self.clients.append(client\_to\_add)

print(self.clients)

msg = {"msg": "connected"}

msg = json.dumps(msg)

self.send(bytes(msg, encoding="utf-8"), addr[0], addr[1])

elif data["msg"] == "send msg":

print(data["msg content"])

self.chat\_room.add\_message(f"{self.get\_user\_name(addr[0], addr[1])}: {data['msg content']}")

print(self.clients)

self.broadcast\_msg(data["msg content"], addr[0], addr[1])

def list\_devices(self):

if self.client.type == "normal":

return

p2 = pyaudio.PyAudio()

device\_count = p2.get\_device\_count()

for i in range(0, device\_count):

info = p2.get\_device\_info\_by\_index(i)

print("Device {} = {}".format(info["index"], info["name"]))

print(p2.get\_default\_input\_device\_info())

def \_run(self):

if self.client.type == "normal":

return

print('-----Now Recording-----')

stream = self.p.open(format=self.sample\_format,

channels=self.p.get\_default\_input\_device\_info()["maxInputChannels"],

rate=self.fs,

frames\_per\_buffer=self.chunk,

input=True,

output=False,

input\_device\_index=self.p.get\_default\_input\_device\_info()["index"])

print(f"{self.fs=}, {self.chunk=}, {self.time\_in\_seconds=}")

self.frames = []

for i in range(0, int(self.fs / self.chunk \* self.time\_in\_seconds)):

t = threading.Thread(target=self.handle\_connection)

t.daemon = True

t.start()

data = stream.read(self.chunk)

self.frames.append(data)

self.broadcast(data)

stream.stop\_stream()

stream.close()

self.p.terminate()

print('-----Finished Recording-----')

self.broadcast("stop".encode())

print(utils.close\_room(self.client.user\_data))

def run(self):

if self.client.type == "normal":

return

threading.Thread(target=self.\_run, daemon=True).start()

def run\_and\_save(self, name):

if self.client.type == "normal":

return

threading.Thread(target=self.\_run, daemon=True).start()

self.save(name)

def save(self, file\_name):

if self.client.type == "normal":

return

try:

with wave.open(file\_name, 'wb') as file:

file.setnchannels(self.channels)

file.setsampwidth(self.p.get\_sample\_size(self.sample\_format))

file.setframerate(self.fs)

file.writeframes(b''.join(self.frames))

except (IOError, EOFError, ValueError) as e:

print(f"Error occurred while saving the file: {e}")

def send\_msg(self, msg):

msg = {"msg": "send msg", "msg content": msg}

self.broadcast(bytes(str(msg), encoding="utf-8"))

def main():

# Create a client object

client = utils.Client("1", "1", "12345678@gmail.com")

utils.close\_room(client.user\_data)

# Create an AudioRecorder object with the client object and parameters

recorder = AudioRecorder(client=client, udp\_ip="127.0.0.1", udp\_port=51166,

host\_listener\_port=51167)

# Start recording in the background

recorder.run()

if \_\_name\_\_ == "\_\_main\_\_":

main()

## utils.py

import secrets

import socket

import subprocess

import platform

import json

import sys

"""

todo:

"""

def copy\_text(text):

if sys.platform.startswith('win'): # Windows

subprocess.run(['clip'], input=text.strip().encode('utf-16'), check=True)

elif sys.platform.startswith('darwin'): # macOS

subprocess.run(['pbcopy'], input=text.strip().encode('utf-8'), check=True)

elif sys.platform.startswith('linux'): # Linux

try:

subprocess.run(['xclip', '-selection', 'clipboard'], input=text.strip().encode('utf-8'), check=True)

except FileNotFoundError:

try:

subprocess.run(['xsel', '-b'], input=text.strip().encode('utf-8'), check=True)

except FileNotFoundError:

raise Exception("Clipboard not available on this Linux distribution.")

else:

raise Exception("Unsupported platform.")

def get\_ipv4\_address():

try:

system = platform.system()

if system == 'Windows':

output = subprocess.check\_output("ipconfig", shell=True)

elif system == 'Linux' or system == 'Darwin':

output = subprocess.check\_output("ifconfig", shell=True)

else:

return "Unsupported platform"

lines = output.decode("utf-8").split("\n")

for line in lines:

if "inet" in line and system == 'Darwin':

parts = line.split()

return parts[1]

elif "inet" in line and system == 'Linux':

parts = line.split()

if parts[0] == "inet":

return parts[1]

elif "IPv4" in line and system == 'Windows':

parts = line.split(":")

if len(parts) == 2:

return parts[1].strip()

except Exception as e:

print("Error: ", e)

def send\_udp\_large\_data(sock, data, buffer\_size=1024):

# Calculate the number of packets required to send the entire data

packet\_count = len(data) // buffer\_size

if len(data) % buffer\_size != 0:

packet\_count += 1

# Send the data in pieces

for i in range(packet\_count):

# Get the current piece of data to send

start = i \* buffer\_size

end = min(start + buffer\_size, len(data))

data\_chunk = data[start:end]

# Send the current piece of data to the server

sock.sendto(data\_chunk, ("localhost", 5005))

def send\_data(data):

# json the data

data = json.dumps(data)

# Create a socket

sock = socket.socket(socket.AF\_INET, socket.SOCK\_DGRAM)

try:

# Send the data to the server

send\_udp\_large\_data(sock, bytes(data, encoding="utf-8"))

# Wait for the response

response\_jsond, addr = sock.recvfrom(1024)

except ConnectionResetError:

sock.close()

return {"message": "There is a problem with the server", "code": 104}

# Unjson the response

response = json.loads(response\_jsond)

# Close the socket

sock.close()

return response

def get\_port\_and\_ip():

sock = socket.socket(socket.AF\_INET, socket.SOCK\_STREAM)

sock.bind(("", 0))

ip\_address, port = sock.getsockname()

sock.close()

sock = socket.socket(socket.AF\_INET, socket.SOCK\_STREAM)

sock.bind(("", 0))

ip\_address, port2 = sock.getsockname()

sock.close()

public\_ip = get\_ipv4\_address()

return (public\_ip, port, port2)

ip, port, port2 = get\_port\_and\_ip()

def create\_room\_id():

return secrets.token\_urlsafe(6)

def create\_user(user\_data={"username": "first2", "password": "123", "email": "check6@gmail.com", "type": "guide"}):

# Create the data to send

ip, port, port2 = get\_port\_and\_ip()

data = {"command": "create user", "data": user\_data}

# json the data

data = json.dumps(data)

# Create a socket

sock = socket.socket(socket.AF\_INET, socket.SOCK\_DGRAM)

# Send the data to the server

sock.sendto(bytes(data, encoding="utf-8"), ("localhost", 5005))

try:

# Wait for the response

response\_jsond, addr = sock.recvfrom(1024)

# Unjson the response

response = json.loads(response\_jsond)

except ConnectionResetError:

return {"message": "There is a problem with the server", "code": 104}

# Print the response

print(response["message"])

print("Code: ",response["code"])

# Close the socket

sock.close()

def send\_login(user\_data={"username": "first2", "password": "123", "email": "check6@gmail.com", "type": "guide"}):

# Create the data to send

ip, port, port2 = get\_port\_and\_ip()

data = {"command": "login", "data": user\_data}

# json the data

data = json.dumps(data)

# Create a socket

sock = socket.socket(socket.AF\_INET, socket.SOCK\_DGRAM)

try:

# Send the data to the server

sock.sendto(bytes(data, encoding="utf-8"), ("localhost", 5005))

# Wait for the response

response\_jsond, addr = sock.recvfrom(1024)

except ConnectionResetError:

return {"message": "There is a problem with the server", "code": 104}

# Unjson the response

response = json.loads(response\_jsond)

# Close the socket

sock.close()

return response

def close\_room(user\_data={"username": "first2", "password": "123", "email": "check6@gmail.com"}):

client\_socket = socket.socket(socket.AF\_INET, socket.SOCK\_DGRAM)

data = {"command": "close room", "user\_info": user\_data}

response = send\_data(data)

if response["code"] == 200:

print("Room was closed successfully")

else:

print("Error: " + response["message"])

client\_socket.close()

def activate\_room(user\_data={"username": "first2", "password": "123", "email": "check6@gmail.com"}, data={"host\_ip": ip, "host\_port": port, "host\_listener\_port": port2}):

client\_socket = socket.socket(socket.AF\_INET, socket.SOCK\_DGRAM)

data = {"command": "open room", "user\_info": user\_data, "data": data}

response = send\_data(data)

if response["code"] == 200:

print("Room successfully opened.")

else:

print("Error: " + response["message"])

client\_socket.close()

return response

def get\_host(room\_code=""):

data = {"command": "get host by code", "room\_code": room\_code}

r = send\_data(data)

return r

def get\_user\_type(email):

data = {"command": "get type by email", "email": email}

r = send\_data(data)

if r["code"] == 104:

r["user type"] = None

return r

return r

def get\_user\_name(email):

data = {"command": "get type by name", "email": email}

r = send\_data(data)

if r["code"] == 104:

r["user name"] = None

return r

return r

class BaseClient:

def \_\_init\_\_(self, username=None, password=None, email=None):

if not(password is None or email is None):

self.username = username

self.password = password

self.email = email

self.type = get\_user\_type(self.email)["user type"]

self.user\_data = {"username": self.username, "password": self.password, "email": self.email}

else:

self.username = None

self.password = None

self.email = None

self.type = "normal"

self.user\_data = None

def change\_user(self, username=None, password=None, email=None):

if not(password is None or email is None):

self.username = username

self.password = password

self.email = email

self.type = get\_user\_type(self.email)["user type"]

self.user\_data = {"username": self.username, "password": self.password, "email": self.email}

else:

self.username = None

self.password = None

self.email = None

self.type = "normal"

self.user\_data = None

def activate\_room(self, data={"host\_ip": ip, "host\_port": port}):

if self.user\_data != None:

return activate\_room(self.user\_data, data)

return {"message": "You are not logged in"}

def close\_room(self):

if self.user\_data != None:

return close\_room(user\_data)

return {"message": "You are not logged in"}

def send\_login(self):

if self.user\_data != None:

return send\_login(self.user\_data)

return {"message": "You are not logged in"}

def create\_user(self, data):

if self.user\_data != None:

self.change\_user(data["username"], data["password"], data["email"])

return create\_user(data)

return {"message": "username or password or mail are not valid"}

def get\_host(self, room\_code):

return get\_host(room\_code)

class Client(BaseClient):

def \_\_init\_\_(self, username=None, password=None, email=None):

if not(password is None or email is None):

self.username = get\_user\_name(email)["user name"]

self.password = password

self.email = email

self.type = get\_user\_type(self.email)["user type"]

self.user\_data = {"username": self.username, "password": self.password, "email": self.email}

else:

self.username = None

self.password = None

self.email = None

self.type = "normal"

self.user\_data = None

def change\_user(self, username=None, password=None, email=None):

if not(password is None or email is None):

self.username = get\_user\_name(email)["user name"]

self.password = password

self.email = email

self.type = get\_user\_type(self.email)["user type"]

self.user\_data = {"username": self.username, "password": self.password, "email": self.email}

else:

self.username = None

self.password = None

self.email = None

self.type = "normal"

self.user\_data = None

if \_\_name\_\_ == "\_\_main\_\_":

print(ip, port, port2)

# print(get\_user\_name("23456789@gmail.com"))

# print(get\_port\_and\_ip())

"""

activate\_room({"username": "1", "password": "1", "email": "12345678@gmail.com"}, {"host\_ip": ip, "host\_port": port})

print(get\_host("XzcOnul3"))

printc(create\_room\_id())

print(type(create\_room\_id()))

print(get\_port\_and\_ip())

"""

## Db\_manager.py

import sqlite3

from tkinter import \*

from tkinter import ttk

from tkinter import messagebox

# Establish a connection to the database file

conn = sqlite3.connect('') # name of db file

cursor = conn.cursor()

# Function to fetch data from a table and display it in a tab

def fetch\_table\_data(tab, table\_name):

cursor.execute(f"SELECT \* FROM {table\_name}")

rows = cursor.fetchall()

table\_frame = Frame(tab)

table\_frame.pack(fill='both', expand=True)

# Create a treeview to display the table data

treeview = ttk.Treeview(table\_frame, columns=list(range(len(rows[0]))), show="headings")

treeview.pack(side='left', fill='both', expand=True)

# Set the column headings based on the table columns

cursor.execute(f"PRAGMA table\_info({table\_name})")

columns = cursor.fetchall()

for col in columns:

treeview.heading(col[0], text=col[1])

# Insert the table data into the treeview

for row in rows:

treeview.insert("", "end", values=row)

# Function to add a user to the database

def add\_user(username, password, email, user\_type):

try:

cursor.execute('''INSERT INTO users (username, password, email, type)

VALUES (?, ?, ?, ?)''', (username, password, email, user\_type))

conn.commit()

messagebox.showinfo('Success', 'User added successfully!')

except sqlite3.Error as error:

messagebox.showerror('Error', str(error))

# Function to delete a user from the database

def delete\_user(user\_id):

try:

cursor.execute('DELETE FROM users WHERE id = ?', (user\_id,))

conn.commit()

messagebox.showinfo('Success', 'User deleted successfully!')

except sqlite3.Error as error:

messagebox.showerror('Error', str(error))

# Function to add an active room to the database

def add\_active\_room(room\_code, host\_id, host\_ip=None, host\_port=None, host\_listener\_port=None):

try:

cursor.execute('''INSERT INTO active\_rooms (room\_code, host\_id, host\_ip, host\_port, host\_listener\_port)

VALUES (?, ?, ?, ?, ?)''', (room\_code, host\_id, host\_ip, host\_port, host\_listener\_port))

conn.commit()

messagebox.showinfo('Success', 'Active room added successfully!')

except sqlite3.Error as error:

messagebox.showerror('Error', str(error))

# Function to delete an active room from the database

def delete\_active\_room(room\_code):

try:

cursor.execute('DELETE FROM active\_rooms WHERE room\_code = ?', (room\_code,))

conn.commit()

messagebox.showinfo('Success', 'Active room deleted successfully!')

except sqlite3.Error as error:

messagebox.showerror('Error', str(error))

# Function to view the users and active\_rooms tables

def view\_tables():

cursor.execute('SELECT \* FROM users')

users = cursor.fetchall()

print("Users:")

for user in users:

print(user)

cursor.execute('SELECT \* FROM active\_rooms')

active\_rooms = cursor.fetchall()

print("Active Rooms:")

for room in active\_rooms:

print(room)

# GUI Function to add a user

def add\_user\_gui():

def add\_user\_button():

username = username\_entry.get()

password = password\_entry.get()

email = email\_entry.get()

user\_type = type\_entry.get()

add\_user(username, password, email, user\_type)

add\_user\_window.destroy()

add\_user\_window = Tk()

add\_user\_window.title('Add User')

username\_label = Label(add\_user\_window, text='Username:')

username\_label.pack()

username\_entry = Entry(add\_user\_window)

username\_entry.pack()

password\_label = Label(add\_user\_window, text='Password:')

password\_label.pack()

password\_entry = Entry(add\_user\_window)

password\_entry.pack()

email\_label = Label(add\_user\_window, text='Email:')

email\_label.pack()

email\_entry = Entry(add\_user\_window)

email\_entry.pack()

type\_label = Label(add\_user\_window, text='Type:')

type\_label.pack()

type\_entry = Entry(add\_user\_window)

type\_entry.pack()

add\_button = Button(add\_user\_window, text='Add User', command=add\_user\_button)

add\_button.pack()

add\_user\_window.mainloop()

# GUI Function to delete a user

def delete\_user\_gui():

def delete\_user\_button():

user\_id = user\_id\_entry.get()

delete\_user(user\_id)

delete\_user\_window.destroy()

delete\_user\_window = Tk()

delete\_user\_window.title('Delete User')

user\_id\_label = Label(delete\_user\_window, text='User ID:')

user\_id\_label.pack()

user\_id\_entry = Entry(delete\_user\_window)

user\_id\_entry.pack()

delete\_button = Button(delete\_user\_window, text='Delete User', command=delete\_user\_button)

delete\_button.pack()

delete\_user\_window.mainloop()

# GUI Function to add an active room

def add\_active\_room\_gui():

def add\_active\_room\_button():

room\_code = room\_code\_entry.get()

host\_id = host\_id\_entry.get()

host\_ip = host\_ip\_entry.get()

host\_port = host\_port\_entry.get()

host\_listener\_port = host\_listener\_port\_entry.get()

add\_active\_room(room\_code, host\_id, host\_ip, host\_port, host\_listener\_port)

add\_active\_room\_window.destroy()

add\_active\_room\_window = Tk()

add\_active\_room\_window.title('Add Active Room')

room\_code\_label = Label(add\_active\_room\_window, text='Room Code:')

room\_code\_label.pack()

room\_code\_entry = Entry(add\_active\_room\_window)

room\_code\_entry.pack()

host\_id\_label = Label(add\_active\_room\_window, text='Host ID:')

host\_id\_label.pack()

host\_id\_entry = Entry(add\_active\_room\_window)

host\_id\_entry.pack()

host\_ip\_label = Label(add\_active\_room\_window, text='Host IP:')

host\_ip\_label.pack()

host\_ip\_entry = Entry(add\_active\_room\_window)

host\_ip\_entry.pack()

host\_port\_label = Label(add\_active\_room\_window, text='Host Port:')

host\_port\_label.pack()

host\_port\_entry = Entry(add\_active\_room\_window)

host\_port\_entry.pack()

host\_listener\_port\_label = Label(add\_active\_room\_window, text='Host Listener Port:')

host\_listener\_port\_label.pack()

host\_listener\_port\_entry = Entry(add\_active\_room\_window)

host\_listener\_port\_entry.pack()

add\_button = Button(add\_active\_room\_window, text='Add Active Room', command=add\_active\_room\_button)

add\_button.pack()

add\_active\_room\_window.mainloop()

# GUI Function to delete an active room

def delete\_active\_room\_gui():

def delete\_active\_room\_button():

room\_code = room\_code\_entry.get()

delete\_active\_room(room\_code)

delete\_active\_room\_window.destroy()

delete\_active\_room\_window = Tk()

delete\_active\_room\_window.title('Delete Active Room')

room\_code\_label = Label(delete\_active\_room\_window, text='Room Code:')

room\_code\_label.pack()

room\_code\_entry = Entry(delete\_active\_room\_window)

room\_code\_entry.pack()

delete\_button = Button(delete\_active\_room\_window, text='Delete Active Room', command=delete\_active\_room\_button)

delete\_button.pack()

delete\_active\_room\_window.mainloop()

# GUI Function to view the tables

def view\_tables\_gui():

view\_tables()

messagebox.showinfo('Tables', 'Tables printed in the console.')

# Main GUI window

main\_window = Tk()

main\_window.title('Database Management')

# Create a notebook (tabs) to display tables

notebook = ttk.Notebook(main\_window)

notebook.pack(fill='both', expand=True)

# Get the table names from the database

cursor.execute("SELECT name FROM sqlite\_master WHERE type='table'")

tables = cursor.fetchall()

# Create a tab for each table

for table in tables:

tab = ttk.Frame(notebook)

notebook.add(tab, text=table[0])

fetch\_table\_data(tab, table[0])

# Buttons to perform actions

add\_user\_button = Button(main\_window, text='Add User', command=add\_user\_gui)

add\_user\_button.pack()

delete\_user\_button = Button(main\_window, text='Delete User', command=delete\_user\_gui)

delete\_user\_button.pack()

add\_active\_room\_button = Button(main\_window, text='Add Active Room', command=add\_active\_room\_gui)

add\_active\_room\_button.pack()

delete\_active\_room\_button = Button(main\_window, text='Delete Active Room', command=delete\_active\_room\_gui)

delete\_active\_room\_button.pack()

view\_tables\_button = Button(main\_window, text='View Tables', command=view\_tables\_gui)

view\_tables\_button.pack()

main\_window.mainloop()

# Close the connection to the database

conn.close()

## chat\_page.ui

<?xml version="1.0" encoding="UTF-8"?>

<ui version="4.0">

<class>MainWindow</class>

<widget class="QMainWindow" name="MainWindow">

<property name="geometry">

<rect>

<x>0</x>

<y>0</y>

<width>551</width>

<height>728</height>

</rect>

</property>

<property name="windowTitle">

<string>MainWindow</string>

</property>

<property name="styleSheet">

<string notr="true">QPushButton {

height:50%;

font: 16pt &quot;MS Shell Dlg 2&quot;;

}</string>

</property>

<widget class="QWidget" name="centralwidget">

<layout class="QGridLayout" name="gridLayout">

<item row="5" column="0">

<spacer name="verticalSpacer\_3">

<property name="orientation">

<enum>Qt::Vertical</enum>

</property>

<property name="sizeHint" stdset="0">

<size>

<width>20</width>

<height>40</height>

</size>

</property>

</spacer>

</item>

<item row="3" column="0">

<widget class="QFrame" name="frame">

<property name="frameShape">

<enum>QFrame::StyledPanel</enum>

</property>

<property name="frameShadow">

<enum>QFrame::Raised</enum>

</property>

<layout class="QGridLayout" name="gridLayout\_2">

<item row="1" column="0">

<spacer name="horizontalSpacer">

<property name="orientation">

<enum>Qt::Horizontal</enum>

</property>

<property name="sizeHint" stdset="0">

<size>

<width>40</width>

<height>20</height>

</size>

</property>

</spacer>

</item>

<item row="0" column="1">

<spacer name="verticalSpacer">

<property name="orientation">

<enum>Qt::Vertical</enum>

</property>

<property name="sizeHint" stdset="0">

<size>

<width>20</width>

<height>40</height>

</size>

</property>

</spacer>

</item>

<item row="3" column="1">

<spacer name="verticalSpacer\_2">

<property name="orientation">

<enum>Qt::Vertical</enum>

</property>

<property name="sizeHint" stdset="0">

<size>

<width>20</width>

<height>40</height>

</size>

</property>

</spacer>

</item>

<item row="1" column="2">

<spacer name="horizontalSpacer\_2">

<property name="orientation">

<enum>Qt::Horizontal</enum>

</property>

<property name="sizeHint" stdset="0">

<size>

<width>40</width>

<height>20</height>

</size>

</property>

</spacer>

</item>

<item row="1" column="1">

<widget class="QListView" name="chat\_viewer"/>

</item>

<item row="2" column="1">

<widget class="QPushButton" name="open\_chat\_button">

<property name="text">

<string>Open Chat</string>

</property>

</widget>

</item>

</layout>

</widget>

</item>

<item row="2" column="0">

<spacer name="verticalSpacer\_4">

<property name="orientation">

<enum>Qt::Vertical</enum>

</property>

<property name="sizeHint" stdset="0">

<size>

<width>20</width>

<height>40</height>

</size>

</property>

</spacer>

</item>

<item row="4" column="0">

<widget class="QFrame" name="frame\_2">

<property name="frameShape">

<enum>QFrame::StyledPanel</enum>

</property>

<property name="frameShadow">

<enum>QFrame::Raised</enum>

</property>

<layout class="QVBoxLayout" name="verticalLayout\_2">

<item>

<widget class="QPushButton" name="pushButton">

<property name="text">

<string>Ask to talk</string>

</property>

</widget>

</item>

<item>

<widget class="QFrame" name="frame\_3">

<property name="enabled">

<bool>true</bool>

</property>

<property name="frameShape">

<enum>QFrame::StyledPanel</enum>

</property>

<property name="frameShadow">

<enum>QFrame::Raised</enum>

</property>

<layout class="QHBoxLayout" name="horizontalLayout">

<item>

<widget class="QPushButton" name="leave\_room\_button">

<property name="text">

<string>Leave room</string>

</property>

</widget>

</item>

<item>

<widget class="QPushButton" name="pushButton\_2">

<property name="text">

<string>Change name</string>

</property>

</widget>

</item>

<item>

<widget class="QPushButton" name="pushButton\_3">

<property name="text">

<string>Open Chat</string>

</property>

</widget>

</item>

</layout>

</widget>

</item>

</layout>

</widget>

</item>

<item row="0" column="0">

<widget class="QLabel" name="heading">

<property name="text">

<string>&lt;html&gt;&lt;head/&gt;&lt;body&gt;&lt;p&gt;&lt;span style=&quot; font-size:16pt; font-weight:700;&quot;&gt;Hello, {name}&lt;/span&gt;&lt;/p&gt;&lt;/body&gt;&lt;/html&gt;</string>

</property>

</widget>

</item>

<item row="1" column="0">

<spacer name="verticalSpacer\_5">

<property name="orientation">

<enum>Qt::Vertical</enum>

</property>

<property name="sizeHint" stdset="0">

<size>

<width>20</width>

<height>40</height>

</size>

</property>

</spacer>

</item>

</layout>

</widget>

</widget>

<resources/>

<connections/>

</ui>

Chat\_page\_for\_guide.ui

<?xml version="1.0" encoding="UTF-8"?>

<ui version="4.0">

<class>MainWindow</class>

<widget class="QMainWindow" name="MainWindow">

<property name="geometry">

<rect>

<x>0</x>

<y>0</y>

<width>551</width>

<height>728</height>

</rect>

</property>

<property name="windowTitle">

<string>MainWindow</string>

</property>

<property name="styleSheet">

<string notr="true">QPushButton {

height:50%;

font: 16pt &quot;MS Shell Dlg 2&quot;;

}</string>

</property>

<widget class="QWidget" name="centralwidget">

<layout class="QGridLayout" name="gridLayout">

<item row="5" column="0">

<widget class="QFrame" name="frame">

<property name="frameShape">

<enum>QFrame::StyledPanel</enum>

</property>

<property name="frameShadow">

<enum>QFrame::Raised</enum>

</property>

<layout class="QGridLayout" name="gridLayout\_2">

<item row="0" column="0">

<spacer name="horizontalSpacer">

<property name="orientation">

<enum>Qt::Horizontal</enum>

</property>

<property name="sizeHint" stdset="0">

<size>

<width>40</width>

<height>20</height>

</size>

</property>

</spacer>

</item>

<item row="0" column="1">

<widget class="QListView" name="listView"/>

</item>

<item row="1" column="1">

<spacer name="verticalSpacer\_2">

<property name="orientation">

<enum>Qt::Vertical</enum>

</property>

<property name="sizeHint" stdset="0">

<size>

<width>20</width>

<height>40</height>

</size>

</property>

</spacer>

</item>

<item row="0" column="2">

<spacer name="horizontalSpacer\_2">

<property name="orientation">

<enum>Qt::Horizontal</enum>

</property>

<property name="sizeHint" stdset="0">

<size>

<width>40</width>

<height>20</height>

</size>

</property>

</spacer>

</item>

</layout>

</widget>

</item>

<item row="3" column="0">

<widget class="QFrame" name="frame\_2">

<property name="frameShape">

<enum>QFrame::StyledPanel</enum>

</property>

<property name="frameShadow">

<enum>QFrame::Raised</enum>

</property>

<layout class="QGridLayout" name="gridLayout\_4">

<item row="1" column="0">

<widget class="QPushButton" name="copy\_button">

<property name="text">

<string>copy</string>

</property>

</widget>

</item>

<item row="1" column="1">

<spacer name="horizontalSpacer\_3">

<property name="orientation">

<enum>Qt::Horizontal</enum>

</property>

<property name="sizeHint" stdset="0">

<size>

<width>40</width>

<height>20</height>

</size>

</property>

</spacer>

</item>

<item row="0" column="0">

<widget class="QLabel" name="heading">

<property name="text">

<string>&lt;html&gt;&lt;head/&gt;&lt;body&gt;&lt;p&gt;&lt;span style=&quot; font-size:16pt; font-weight:696;&quot;&gt;Hello, {name}, room code: {room\_code}&lt;/span&gt;&lt;/p&gt;&lt;/body&gt;&lt;/html&gt;</string>

</property>

</widget>

</item>

</layout>

</widget>

</item>

<item row="6" column="0">

<widget class="QFrame" name="frame\_3">

<property name="enabled">

<bool>true</bool>

</property>

<property name="frameShape">

<enum>QFrame::StyledPanel</enum>

</property>

<property name="frameShadow">

<enum>QFrame::Raised</enum>

</property>

<layout class="QGridLayout" name="gridLayout\_3">

<item row="0" column="0">

<widget class="QPushButton" name="leave\_room\_button">

<property name="text">

<string>Leave room</string>

</property>

</widget>

</item>

<item row="0" column="1">

<widget class="QPushButton" name="open\_chat\_button">

<property name="text">

<string>Open Chat</string>

</property>

</widget>

</item>

<item row="1" column="0">

<widget class="QPushButton" name="show\_users\_button">

<property name="text">

<string>Show users</string>

</property>

</widget>

</item>

<item row="1" column="1">

<widget class="QPushButton" name="pushButton\_2">

<property name="text">

<string>Close mic/Open mic</string>

</property>

</widget>

</item>

</layout>

</widget>

</item>

<item row="7" column="0">

<spacer name="verticalSpacer\_3">

<property name="orientation">

<enum>Qt::Vertical</enum>

</property>

<property name="sizeHint" stdset="0">

<size>

<width>20</width>

<height>40</height>

</size>

</property>

</spacer>

</item>

<item row="4" column="0">

<spacer name="verticalSpacer\_4">

<property name="orientation">

<enum>Qt::Vertical</enum>

</property>

<property name="sizeHint" stdset="0">

<size>

<width>20</width>

<height>40</height>

</size>

</property>

</spacer>

</item>

</layout>

</widget>

</widget>

<resources/>

<connections/>

</ui>

## Create\_new\_user.ui

<?xml version="1.0" encoding="UTF-8"?>

<ui version="4.0">

<class>MainWindow</class>

<widget class="QMainWindow" name="MainWindow">

<property name="geometry">

<rect>

<x>0</x>

<y>0</y>

<width>551</width>

<height>728</height>

</rect>

</property>

<property name="windowTitle">

<string>MainWindow</string>

</property>

<property name="styleSheet">

<string notr="true">.QPushButton{

height:50%;

font: 16pt &quot;MS Shell Dlg 2&quot;;

}

.QLabel{

font: 16px &quot;arial&quot;;

}

.QLineEdit{

height: 35%;

font: 24pt &quot;MS Shell Dlg 2&quot;;

}</string>

</property>

<widget class="QWidget" name="centralwidget">

<layout class="QGridLayout" name="gridLayout">

<item row="0" column="0">

<widget class="QLabel" name="label\_5">

<property name="text">

<string>&lt;html&gt;&lt;head/&gt;&lt;body&gt;&lt;p align=&quot;center&quot;&gt;&lt;span style=&quot; font-size:36pt; font-weight:700;&quot;&gt;Create New User&lt;/span&gt;&lt;/p&gt;&lt;/body&gt;&lt;/html&gt;</string>

</property>

</widget>

</item>

<item row="5" column="0">

<widget class="QFrame" name="frame\_6">

<property name="frameShape">

<enum>QFrame::StyledPanel</enum>

</property>

<property name="frameShadow">

<enum>QFrame::Raised</enum>

</property>

<layout class="QHBoxLayout" name="horizontalLayout">

<item>

<widget class="QPushButton" name="return\_button">

<property name="text">

<string>Return to Main Page</string>

</property>

</widget>

</item>

<item>

<widget class="QPushButton" name="login\_button">

<property name="text">

<string>Log In</string>

</property>

</widget>

</item>

</layout>

</widget>

</item>

<item row="3" column="0">

<widget class="QFrame" name="frame\_3">

<property name="frameShape">

<enum>QFrame::StyledPanel</enum>

</property>

<property name="frameShadow">

<enum>QFrame::Raised</enum>

</property>

<layout class="QVBoxLayout" name="verticalLayout\_3">

<item>

<widget class="QLabel" name="label\_3">

<property name="text">

<string>Password:</string>

</property>

</widget>

</item>

<item>

<widget class="QLineEdit" name="password\_field"/>

</item>

<item>

<widget class="QRadioButton" name="toggle\_password">

<property name="text">

<string>Show Password</string>

</property>

</widget>

</item>

</layout>

</widget>

</item>

<item row="1" column="0">

<widget class="QFrame" name="frame">

<property name="frameShape">

<enum>QFrame::StyledPanel</enum>

</property>

<property name="frameShadow">

<enum>QFrame::Raised</enum>

</property>

<layout class="QVBoxLayout" name="verticalLayout">

<item>

<spacer name="verticalSpacer\_2">

<property name="orientation">

<enum>Qt::Vertical</enum>

</property>

<property name="sizeHint" stdset="0">

<size>

<width>20</width>

<height>40</height>

</size>

</property>

</spacer>

</item>

<item>

<widget class="QLabel" name="label">

<property name="text">

<string>Name:</string>

</property>

</widget>

</item>

<item>

<widget class="QLineEdit" name="name\_field"/>

</item>

</layout>

</widget>

</item>

<item row="4" column="0">

<widget class="QFrame" name="frame\_4">

<property name="frameShape">

<enum>QFrame::StyledPanel</enum>

</property>

<property name="frameShadow">

<enum>QFrame::Raised</enum>

</property>

<layout class="QVBoxLayout" name="verticalLayout\_4">

<item>

<widget class="QLabel" name="label\_4">

<property name="text">

<string>User Type:</string>

</property>

</widget>

</item>

<item>

<widget class="QComboBox" name="user\_type\_input"/>

</item>

<item>

<spacer name="verticalSpacer">

<property name="orientation">

<enum>Qt::Vertical</enum>

</property>

<property name="sizeHint" stdset="0">

<size>

<width>20</width>

<height>40</height>

</size>

</property>

</spacer>

</item>

</layout>

</widget>

</item>

<item row="2" column="0">

<widget class="QFrame" name="frame\_2">

<property name="frameShape">

<enum>QFrame::StyledPanel</enum>

</property>

<property name="frameShadow">

<enum>QFrame::Raised</enum>

</property>

<layout class="QVBoxLayout" name="verticalLayout\_2">

<item>

<widget class="QLabel" name="label\_2">

<property name="text">

<string>Email:</string>

</property>

</widget>

</item>

<item>

<widget class="QLineEdit" name="email\_field"/>

</item>

</layout>

</widget>

</item>

<item row="6" column="0">

<widget class="QPushButton" name="create\_user\_button">

<property name="text">

<string>Create User</string>

</property>

</widget>

</item>

</layout>

</widget>

</widget>

<resources/>

<connections/>

</ui>

## Create\_room\_page.ui

<?xml version="1.0" encoding="UTF-8"?>

<ui version="4.0">

<class>MainWindow</class>

<widget class="QMainWindow" name="MainWindow">

<property name="geometry">

<rect>

<x>0</x>

<y>0</y>

<width>551</width>

<height>728</height>

</rect>

</property>

<property name="sizePolicy">

<sizepolicy hsizetype="Fixed" vsizetype="Fixed">

<horstretch>0</horstretch>

<verstretch>0</verstretch>

</sizepolicy>

</property>

<property name="windowTitle">

<string>MainWindow</string>

</property>

<property name="styleSheet">

<string notr="true">.QPushButton{

height:50%;

font: 16pt &quot;MS Shell Dlg 2&quot;;

}</string>

</property>

<widget class="QWidget" name="centralwidget">

<layout class="QGridLayout" name="gridLayout">

<item row="3" column="0">

<spacer name="verticalSpacer\_3">

<property name="orientation">

<enum>Qt::Vertical</enum>

</property>

<property name="sizeHint" stdset="0">

<size>

<width>20</width>

<height>40</height>

</size>

</property>

</spacer>

</item>

<item row="8" column="0">

<spacer name="verticalSpacer\_4">

<property name="orientation">

<enum>Qt::Vertical</enum>

</property>

<property name="sizeHint" stdset="0">

<size>

<width>20</width>

<height>40</height>

</size>

</property>

</spacer>

</item>

<item row="6" column="0">

<layout class="QHBoxLayout" name="horizontalLayout">

<item>

<widget class="QPushButton" name="pushButton">

<property name="text">

<string>Create room and copy code</string>

</property>

</widget>

</item>

<item>

<widget class="QPushButton" name="generate\_new\_code\_button">

<property name="text">

<string>Generate new code</string>

</property>

</widget>

</item>

<item>

<widget class="QPushButton" name="open\_room\_button">

<property name="text">

<string>Open room</string>

</property>

</widget>

</item>

</layout>

</item>

<item row="4" column="0">

<widget class="QLineEdit" name="lineEdit">

<property name="styleSheet">

<string notr="true">height: 35%;

font: 48pt &quot;MS Shell Dlg 2&quot;;

font: 20pt &quot;MS Shell Dlg 2&quot;;</string>

</property>

</widget>

</item>

<item row="2" column="0">

<widget class="QLabel" name="heading">

<property name="text">

<string>&lt;html&gt;&lt;head/&gt;&lt;body&gt;&lt;p&gt;&lt;span style=&quot; font-size:14pt; font-weight:696;&quot;&gt;Hello {name}&lt;/span&gt;&lt;/p&gt;&lt;/body&gt;&lt;/html&gt;</string>

</property>

</widget>

</item>

<item row="0" column="0">

<spacer name="verticalSpacer\_2">

<property name="orientation">

<enum>Qt::Vertical</enum>

</property>

<property name="sizeHint" stdset="0">

<size>

<width>20</width>

<height>40</height>

</size>

</property>

</spacer>

</item>

<item row="5" column="0">

<spacer name="verticalSpacer\_5">

<property name="orientation">

<enum>Qt::Vertical</enum>

</property>

<property name="sizeHint" stdset="0">

<size>

<width>20</width>

<height>40</height>

</size>

</property>

</spacer>

</item>

<item row="7" column="0">

<widget class="QPushButton" name="return\_button">

<property name="text">

<string>Return</string>

</property>

</widget>

</item>

</layout>

</widget>

</widget>

<resources/>

<connections/>

</ui>

## Login\_page.ui

<?xml version="1.0" encoding="UTF-8"?>

<ui version="4.0">

<class>MainWindow</class>

<widget class="QMainWindow" name="MainWindow">

<property name="geometry">

<rect>

<x>0</x>

<y>0</y>

<width>551</width>

<height>728</height>

</rect>

</property>

<property name="windowTitle">

<string>MainWindow</string>

</property>

<property name="styleSheet">

<string notr="true">.QPushButton{

height:50%;

font: 16pt &quot;MS Shell Dlg 2&quot;;

}

.QLabel{

font: 16px &quot;arial&quot;;

}

.QLineEdit{

height: 35%;

font: 24pt &quot;MS Shell Dlg 2&quot;;

}</string>

</property>

<widget class="QWidget" name="centralwidget">

<layout class="QGridLayout" name="gridLayout\_2">

<item row="0" column="0">

<layout class="QVBoxLayout" name="verticalLayout">

<item>

<widget class="QLabel" name="label\_3">

<property name="text">

<string>&lt;html&gt;&lt;head/&gt;&lt;body&gt;&lt;p align=&quot;center&quot;&gt;&lt;span style=&quot; font-size:36pt; font-weight:700;&quot;&gt;Log In&lt;/span&gt;&lt;/p&gt;&lt;/body&gt;&lt;/html&gt;</string>

</property>

</widget>

</item>

<item>

<spacer name="verticalSpacer">

<property name="orientation">

<enum>Qt::Vertical</enum>

</property>

<property name="sizeHint" stdset="0">

<size>

<width>20</width>

<height>40</height>

</size>

</property>

</spacer>

</item>

<item>

<widget class="QLabel" name="label">

<property name="text">

<string>Email:</string>

</property>

</widget>

</item>

<item>

<widget class="QLineEdit" name="email\_field"/>

</item>

</layout>

</item>

<item row="1" column="0">

<layout class="QVBoxLayout" name="verticalLayout\_2">

<item>

<widget class="QLabel" name="label\_2">

<property name="text">

<string>Password</string>

</property>

</widget>

</item>

<item>

<widget class="QLineEdit" name="password\_field"/>

</item>

<item>

<widget class="QRadioButton" name="toggle\_password">

<property name="text">

<string>Show Password</string>

</property>

</widget>

</item>

<item>

<spacer name="verticalSpacer\_2">

<property name="orientation">

<enum>Qt::Vertical</enum>

</property>

<property name="sizeHint" stdset="0">

<size>

<width>20</width>

<height>40</height>

</size>

</property>

</spacer>

</item>

<item>

<layout class="QHBoxLayout" name="horizontalLayout">

<item>

<widget class="QPushButton" name="return\_button">

<property name="text">

<string>Return</string>

</property>

</widget>

</item>

<item>

<widget class="QPushButton" name="create\_new\_user\_button">

<property name="text">

<string>Create User</string>

</property>

</widget>

</item>

</layout>

</item>

<item>

<widget class="QPushButton" name="user\_log\_in\_button">

<property name="text">

<string>Log In</string>

</property>

</widget>

</item>

</layout>

</item>

</layout>

</widget>

</widget>

<resources/>

<connections/>

</ui>

## Main\_page.ui

<?xml version="1.0" encoding="UTF-8"?>

<ui version="4.0">

<class>MainWindow</class>

<widget class="QMainWindow" name="MainWindow">

<property name="enabled">

<bool>true</bool>

</property>

<property name="geometry">

<rect>

<x>0</x>

<y>0</y>

<width>551</width>

<height>728</height>

</rect>

</property>

<property name="sizePolicy">

<sizepolicy hsizetype="Fixed" vsizetype="Fixed">

<horstretch>0</horstretch>

<verstretch>0</verstretch>

</sizepolicy>

</property>

<property name="windowTitle">

<string>MainWindow</string>

</property>

<property name="styleSheet">

<string notr="true">.QPushButton{

height:50%;

font: 16pt &quot;MS Shell Dlg 2&quot;;

}</string>

</property>

<widget class="QWidget" name="centralwidget">

<layout class="QVBoxLayout" name="verticalLayout">

<item>

<layout class="QGridLayout" name="gridLayout">

<item row="5" column="2">

<layout class="QHBoxLayout" name="horizontalLayout\_2">

<item>

<widget class="QPushButton" name="connect\_button">

<property name="text">

<string>Connect</string>

</property>

</widget>

</item>

<item>

<widget class="QPushButton" name="create\_new\_room\_button">

<property name="styleSheet">

<string notr="true"/>

</property>

<property name="text">

<string>Create new

room</string>

</property>

</widget>

</item>

</layout>

</item>

<item row="0" column="2">

<spacer name="verticalSpacer\_2">

<property name="orientation">

<enum>Qt::Vertical</enum>

</property>

<property name="sizeHint" stdset="0">

<size>

<width>20</width>

<height>40</height>

</size>

</property>

</spacer>

</item>

<item row="2" column="2">

<spacer name="verticalSpacer\_3">

<property name="orientation">

<enum>Qt::Vertical</enum>

</property>

<property name="sizeHint" stdset="0">

<size>

<width>20</width>

<height>40</height>

</size>

</property>

</spacer>

</item>

<item row="7" column="2">

<spacer name="verticalSpacer\_4">

<property name="orientation">

<enum>Qt::Vertical</enum>

</property>

<property name="sizeHint" stdset="0">

<size>

<width>20</width>

<height>40</height>

</size>

</property>

</spacer>

</item>

<item row="4" column="2">

<widget class="QLineEdit" name="room\_code\_field">

<property name="styleSheet">

<string notr="true">height: 35%;

font: 48pt &quot;MS Shell Dlg 2&quot;;

font: 20pt &quot;MS Shell Dlg 2&quot;;</string>

</property>

<property name="text">

<string/>

</property>

</widget>

</item>

<item row="1" column="2">

<widget class="QLabel" name="heading">

<property name="text">

<string>&lt;html&gt;&lt;head/&gt;&lt;body&gt;&lt;p align=&quot;center&quot;&gt;&lt;span style=&quot; font-size:28pt; font-weight:600;&quot;&gt;Hello {name}&lt;/span&gt;&lt;/p&gt;&lt;p align=&quot;center&quot;&gt;&lt;span style=&quot; font-size:28pt; font-weight:600;&quot;&gt;You are {user\_type}&lt;/span&gt;&lt;/p&gt;&lt;/body&gt;&lt;/html&gt;</string>

</property>

</widget>

</item>

<item row="1" column="1">

<spacer name="horizontalSpacer">

<property name="orientation">

<enum>Qt::Horizontal</enum>

</property>

<property name="sizeHint" stdset="0">

<size>

<width>40</width>

<height>20</height>

</size>

</property>

</spacer>

</item>

<item row="1" column="3">

<spacer name="horizontalSpacer\_2">

<property name="orientation">

<enum>Qt::Horizontal</enum>

</property>

<property name="sizeHint" stdset="0">

<size>

<width>40</width>

<height>20</height>

</size>

</property>

</spacer>

</item>

<item row="3" column="2">

<spacer name="verticalSpacer">

<property name="orientation">

<enum>Qt::Vertical</enum>

</property>

<property name="sizeHint" stdset="0">

<size>

<width>20</width>

<height>40</height>

</size>

</property>

</spacer>

</item>

<item row="6" column="2">

<widget class="QPushButton" name="login\_button">

<property name="text">

<string>Log In / Sign In</string>

</property>

</widget>

</item>

</layout>

</item>

</layout>

</widget>

</widget>

<resources/>

<connections/>

</ui>

## not\_a\_guide\_buy\_license.ui

<?xml version="1.0" encoding="UTF-8"?>

<ui version="4.0">

<class>MainWindow</class>

<widget class="QMainWindow" name="MainWindow">

<property name="geometry">

<rect>

<x>0</x>

<y>0</y>

<width>551</width>

<height>728</height>

</rect>

</property>

<property name="windowTitle">

<string>MainWindow</string>

</property>

<property name="styleSheet">

<string notr="true">.QPushButton{

height:50%;

font: 16pt &quot;MS Shell Dlg 2&quot;;

}</string>

</property>

<widget class="QWidget" name="centralwidget">

<layout class="QVBoxLayout" name="verticalLayout">

<item>

<spacer name="verticalSpacer\_3">

<property name="orientation">

<enum>Qt::Vertical</enum>

</property>

<property name="sizeHint" stdset="0">

<size>

<width>20</width>

<height>40</height>

</size>

</property>

</spacer>

</item>

<item>

<widget class="QLabel" name="label">

<property name="text">

<string>&lt;html&gt;&lt;head/&gt;&lt;body&gt;&lt;p&gt;&lt;span style=&quot; font-size:28pt; font-weight:700;&quot;&gt;You are not a guide&lt;/span&gt;&lt;/p&gt;&lt;p&gt;&lt;span style=&quot; font-size:28pt; font-weight:700;&quot;&gt;you can buy a guide license&lt;/span&gt;&lt;/p&gt;&lt;/body&gt;&lt;/html&gt;</string>

</property>

</widget>

</item>

<item>

<spacer name="verticalSpacer">

<property name="orientation">

<enum>Qt::Vertical</enum>

</property>

<property name="sizeHint" stdset="0">

<size>

<width>20</width>

<height>40</height>

</size>

</property>

</spacer>

</item>

<item>

<widget class="QPushButton" name="pushButton">

<property name="text">

<string>Buy License</string>

</property>

</widget>

</item>

<item>

<spacer name="verticalSpacer\_2">

<property name="orientation">

<enum>Qt::Vertical</enum>

</property>

<property name="sizeHint" stdset="0">

<size>

<width>20</width>

<height>40</height>

</size>

</property>

</spacer>

</item>

</layout>

</widget>

</widget>

<resources/>

<connections/>

</ui>

## Style.css

QPushButton {

background-color: transparent;

border: 2px solid #3B7080;

border-radius: 5px;

color: #3B7080;

height: 50%;

font: 16pt "Arial 2";

}

QPushButton:hover {

background-color: #3B7080;

color: #FCEC52;

}

QPushButton:hover {

background-color: #3B7080;

color: #FCEC52;

}

QWidget {

background-color: #FCEC52;

color: #3B7080;

}

QMainWindow {

background-color: #FCEC52;

}

QMenuBar {

background-color: #3B7080;

color: #FCEC52;

}

QMenuBar::item {

background-color: transparent;

}

QMenuBar::item:selected {

background-color: #FCEC52;

}

QToolBar {

background-color: #3B7080;

color: #FCEC52;

}

QToolButton {

background-color: transparent;

border: none;

color: #3B7080;

}

QToolButton:hover {

background-color: #FCEC52;

color: #3B7080;

}

QStatusBar {

background-color: #3B7080;

color: #FCEC52;

}

QComboBox {

background-color: transparent;

border: 2px solid #3B7080;

border-radius: 5px;

color: #FFFFFF;

height: 50%;

font: 16pt "Arial 2";

}

QComboBox:hover {

background-color: #3B7080;

color: #FFFFFF;

font: 16pt "Arial 2";

}

## Chat\_menu.py

from PySide6.QtWidgets import QApplication, QMainWindow, QPushButton, QLabel, QVBoxLayout, QHBoxLayout, QWidget, QListWidget, QTextEdit, QLineEdit, QSpacerItem, QSizePolicy

from PySide6.QtGui import QGuiApplication

from PySide6.QtCore import Qt, QObject, Signal, QPropertyAnimation, QPoint, QRect, QEasingCurve, QTimer

from PySide6 import QtCore

class ChatSubWindow(QWidget):

closed = Signal()

def \_\_init\_\_(self, parent=None, client=None):

super().\_\_init\_\_(parent)

if client != None:

self.client = client

else:

self.client = utils.Client(None, None, None)

self.client = client

self.setGeometry(0, 0, 0, 0)

self.setWindowFlag(Qt.FramelessWindowHint)

self.setStyleSheet("background-color: white; border: 1px solid black; color: black;")

# Set up the layout

self.layout = QVBoxLayout()

self.close\_btn = QPushButton("Close")

self.close\_btn.clicked.connect(self.close)

self.layout.addWidget(self.close\_btn)

# Add the chat log

self.chat\_log = QTextEdit()

self.chat\_log.setReadOnly(True)

self.chat\_log.setMinimumHeight(200) # Increase the height of the text box

self.layout.addWidget(self.chat\_log)

# Add the text input and send button

self.input\_layout = QHBoxLayout()

self.input\_text = QLineEdit()

self.input\_text.setFixedHeight(80)

self.input\_layout.addWidget(self.input\_text, 1) # Add stretch to the text input

self.send\_button = QPushButton("Send")

self.send\_button.setFixedHeight(80)

self.send\_button.setFixedWidth(80)

self.send\_button.clicked.connect(self.send\_message)

self.input\_layout.addWidget(self.send\_button)

self.layout.addLayout(self.input\_layout)

# Add some space at the bottom

spacer\_item = QSpacerItem(100, 100, QSizePolicy.Fixed, QSizePolicy.Expanding)

self.layout.addItem(spacer\_item)

self.setLayout(self.layout)

# Create the animation object

self.animation = QPropertyAnimation(self, b"geometry")

self.animation.setDuration(500)

def send\_message(self, msg):

message = self.input\_text.text()

self.input\_text.clear()

if self.client != None:

self.client.send\_msg(message)

def add\_message(self, msg):

self.chat\_log.append(msg)

def show\_fullscreen(self):

desktop\_rect = QGuiApplication.primaryScreen().availableGeometry()

height = desktop\_rect.height() \* 3/4

width = self.parent().width()

self.setGeometry(0, desktop\_rect.height()-height, width, height)

# Set the start and end positions of the animation

start\_pos = QRect(0, desktop\_rect.height(), width, height)

end\_pos = QRect(0, desktop\_rect.height()-height, width, height)

self.animation.setStartValue(start\_pos)

self.animation.setEndValue(end\_pos)

# Start the animation

self.animation.start()

self.show()

def closeEvent(self, event):

self.closed.emit()

super().closeEvent(event)

class MainWindow(QMainWindow):

def \_\_init\_\_(self):

super().\_\_init\_\_()

button = QPushButton("Open Sub Window")

button.clicked.connect(self.open\_sub\_window)

self.setCentralWidget(button)

self.sub\_window = None

def open\_sub\_window(self):

if self.sub\_window is None or not self.sub\_window.isVisible():

self.sub\_window = ChatSubWindow(self)

self.sub\_window.closed.connect(self.sub\_window\_closed)

self.sub\_window.show\_fullscreen()

def sub\_window\_closed(self):

self.sub\_window = None

if \_\_name\_\_ == '\_\_main\_\_':

app = QApplication([])

window = MainWindow()

window.show()

app.exec()

## user\_menu.py

from PySide6.QtWidgets import QApplication, QMainWindow, QPushButton, QLabel, QVBoxLayout, QHBoxLayout, QWidget, QListWidget, QTextEdit, QLineEdit, QSpacerItem, QSizePolicy

from PySide6.QtGui import QGuiApplication

from PySide6.QtCore import Qt, QObject, Signal, QPropertyAnimation, QPoint, QRect, QEasingCurve, QTimer

from PySide6 import QtCore

class ChatSubWindow(QWidget):

closed = Signal()

def \_\_init\_\_(self, parent=None, client=None):

super().\_\_init\_\_(parent)

if client != None:

self.client = client

else:

self.client = utils.Client(None, None, None)

self.client = client

self.setGeometry(0, 0, 0, 0)

self.setWindowFlag(Qt.FramelessWindowHint)

self.setStyleSheet("background-color: white; border: 1px solid black; color: black;")

# Set up the layout

self.layout = QVBoxLayout()

self.close\_btn = QPushButton("Close")

self.close\_btn.clicked.connect(self.close)

self.layout.addWidget(self.close\_btn)

# Add the chat log

self.chat\_log = QTextEdit()

self.chat\_log.setReadOnly(True)

self.chat\_log.setMinimumHeight(200) # Increase the height of the text box

self.layout.addWidget(self.chat\_log)

# Add the text input and send button

self.input\_layout = QHBoxLayout()

self.input\_text = QLineEdit()

self.input\_text.setFixedHeight(80)

self.input\_layout.addWidget(self.input\_text, 1) # Add stretch to the text input

self.send\_button = QPushButton("Send")

self.send\_button.setFixedHeight(80)

self.send\_button.setFixedWidth(80)

self.send\_button.clicked.connect(self.send\_message)

self.input\_layout.addWidget(self.send\_button)

self.layout.addLayout(self.input\_layout)

# Add some space at the bottom

spacer\_item = QSpacerItem(100, 100, QSizePolicy.Fixed, QSizePolicy.Expanding)

self.layout.addItem(spacer\_item)

self.setLayout(self.layout)

# Create the animation object

self.animation = QPropertyAnimation(self, b"geometry")

self.animation.setDuration(500)

def send\_message(self, msg):

message = self.input\_text.text()

self.input\_text.clear()

if self.client != None:

self.client.send\_msg(message)

def add\_message(self, msg):

self.chat\_log.append(msg)

def show\_fullscreen(self):

desktop\_rect = QGuiApplication.primaryScreen().availableGeometry()

height = desktop\_rect.height() \* 3/4

width = self.parent().width()

self.setGeometry(0, desktop\_rect.height()-height, width, height)

# Set the start and end positions of the animation

start\_pos = QRect(0, desktop\_rect.height(), width, height)

end\_pos = QRect(0, desktop\_rect.height()-height, width, height)

self.animation.setStartValue(start\_pos)

self.animation.setEndValue(end\_pos)

# Start the animation

self.animation.start()

self.show()

def closeEvent(self, event):

self.closed.emit()

super().closeEvent(event)

class MainWindow(QMainWindow):

def \_\_init\_\_(self):

super().\_\_init\_\_()

button = QPushButton("Open Sub Window")

button.clicked.connect(self.open\_sub\_window)

self.setCentralWidget(button)

self.sub\_window = None

def open\_sub\_window(self):

if self.sub\_window is None or not self.sub\_window.isVisible():

self.sub\_window = ChatSubWindow(self)

self.sub\_window.closed.connect(self.sub\_window\_closed)

self.sub\_window.show\_fullscreen()

def sub\_window\_closed(self):

self.sub\_window = None

if \_\_name\_\_ == '\_\_main\_\_':

app = QApplication([])

window = MainWindow()

window.show()

app.exec()